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This paper focuses on web service authorization using SAML (Security Assertion Markup Language) and XACML (eXtensible Access Control Markup Language). The paper defines requirements for authorization of web services and investigates existing authorization solutions concerning these requirements. It shows the importance of web service authorization.

The paper overviews web services, concepts and technologies behind them, and web services security. It shows the issues of web service security: confidentiality, authentication, and network security, and provides solutions for authentication and authorization issues. It discusses the SAML specification, which defines the syntax and semantics of statements for security message exchange and provides high-level SAML use cases. It introduces XACML, which describes how to evaluate authorization request according to policy rules. It shows the XACML architecture and examples of XACML rules.

First, the paper reviews articles that describe web services security. The articles present simple and complex solutions for web service authorization. Some papers introduce implementation of web service authorization networks and describe experiences with the implementation. These works provide security for cooperative business processes using web services in an open environment. The main contribution of these papers is in introducing the basic concepts for securing web services and proposing system architectures for web services. The authors show the importance of authorization policies in web services composition. The referenced papers describe concepts and design of the proposed frameworks and overviews selected implementation aspects such as authorization data access.

Second, the paper presents an application using the Microsoft framework called WIF. The paper provides a high level overview about WIF (Windows Identity Foundation), a framework for implementing claim-based identity in applications. It shows a basic scenario with web services and a basic scenario with a web browser. The paper presents a solution that uses SAML tokens with ASP.NET Web API technology. The solution includes three applications: Client Web Application that accesses the web service, STS (Security Token Service) that issues SAML tokens, and SP (Service Provider), the web service that requires authentication of a client prior to authorizing the client. The Web client sends the request to the STS. The STS determines that the client’s credentials are valid, and sends the SAML token to the web client. The web client caches the SAML in a cookie and sends a request message to the service provider; the request message includes the SAML token. Implementation details and demonstration of the results are presented.
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Web services are open standards based web applications that interact with other web applications to exchange data. Web services help applications communicate with each other. There are no requirements as to how services are provided. Web services are stateless and follow a request/response model of interaction. Web services standards provide a way to locate interfaces and exchange data in an understandable way. Web services are the basis for service-oriented architectures.

Web services expand the Web from a user front end to an application service. With web service, the originator of web connection is no longer just the consumer or supplier of information. He can participate in a distributed application environment and make remote procedure calls to request services.

Why should we use web services? There are a few reasons to use it, listed below.

In the past, a purchasing agent sent a purchase order to a supplier via email. Now a company’s purchasing application communicates via the Internet directly with the supplier’s warehouse application. It can check price and availability, and submit purchasing order automatically, without any human intervention.

The benefits of web services are not limited to interaction between companies. Business units within the same enterprise can communicate with each other, using web services.

We can define a web service as XML-based messaging interface to computing resources that is accessible via Internet standard protocols. Web service is a managed code that can be invoked remotely using HTTP, so it can be activated using HTTP requests. We can expose functionality of existing code over the network.

We can also connect different applications. For example, our .NET application can talk to java web service and vice versa. Thus, web services make application technology independent.

Web services use standard protocols for communications. In most cases, web service uses HTTP (Hypertext Transfer Protocol), but it can also use FTP (File Transfer Protocol) or SMTP (Simple Mail Transfer Protocol). Web services use the following technologies: Hypertext Transfer Protocol (HTTP), Extensible Markup Language (XML), Simple Object Access Protocol (SOAP), Web Services Description Language (WSDL), Universal Description, Discovery, and Integration (UDDI).

For Intranet applications, SOAP messages may be received directly by application servers. For extranet applications, SOAP messages may be received by Web servers or integration servers that pass messages on to the appropriate applications (because of security problems).
Web Services Protocol Stack consists of 4 layers: a) Service Transport that is responsible for transporting messages between applications. It includes HTTP, SMTP, FTP, and other protocols. b) XML Messaging that is responsible for encoding messages in common XML format (XML-RPC – Remote Procedure Calls and SOAP). c) Service Description that is responsible for describing public interface to specific web service via WSDL. d) Service Discovery that is responsible for centralizing services into common registry and providing easy Publish functionality via UDDI.

Given the potential risks, security is critical for web services. Security risks can be described by the following terms: assets, threats, vulnerability, or attacks. An asset is something related to the application that is worth protecting. Sensitive data, intellectual property, and access to critical operations are all assets. For example, user credit card numbers are an asset worth protecting in applications. A threat is any potential occurrence that could harm an asset. Vulnerability is a weakness that makes a threat possible. This may be because of poor design, configuration mistakes, or insecure coding technology. Weak input validation is an example for an application layer vulnerability, which can result in input attack. An attack is an action that exploits vulnerability or enacts a threat. Examples of attacks include sending malicious input to an application, or flooding a network in an attempt to deny web service.
Chapter 2 overviews web services, concepts and technologies behind them, and web services security.

Chapter 3 discusses SAML, specification that defines syntax and semantics of statements supporting security message exchange.

Chapter 4 presents high-level SAML use cases.

Chapter 5 presents XACML, specification for expressing access control policies over internet.

Chapter 6 presents Microsoft Identity Foundation.

Chapter 7 reviews articles that describe web services security.

Chapter 8 presents application.

Chapter 9 contains conclusions of this paper.

Chapter 10 presents paper summary.

Chapter 11 contains references.

Appendix A overviews description of underlying technologies.

Appendix B contains samples of SAML syntax.

Appendix C contains samples of SAML Request / Response.

Appendix D contains samples of XACML syntax.

Appendix E contains class diagram of applications.

Appendix F contains encrypted SAML data of applications.
The following issues are important for web services security: confidentiality, authentication, and network security [14]. When a client sends request to server, we need to ensure that communication will be confidential. When a client connects to web service, we need to identify the user and check if this user is authorized to use our service.

Network security includes the policies adopted by a network administrator to prevent and monitor unauthorized access, misuse, or modification of a computer network and network resources. Network security includes the authorization of access to network resources, which is controlled by the network administrator. Users can have an ID and password or different authenticating information that allows them access to programs within their authority. The most common and simple way of protecting a network resource is by assigning a unique ID and a corresponding password.

The solutions of confidentiality issue are the following: a) XML-RPC and SOAP run on top of HTTP; b) HTTP supports SSL (Secure Sockets Layer); c) Encrypt communication with SSL.

The solutions of authentication issue are the following:

1. HTTP has built-in support for Basic and Digest authentication, so web services can be protected in the same manner as HTML documents.
2. Digital Signature of SOAP Security Extensions: public key to digitally sign SOAP messages.
3. SAML (Security Assertion Markup Language) of OASIS (Organization for the Advancement of Structured Information Standards).

Network security has no easy solution. Networks are subject to attacks from malicious sources. There are two kinds of attacks: "Passive" when a network intruder intercepts data traveling through the network, and "Active" in which an intruder initiates commands to disrupt the network’s normal operation. If we truly want to filter out SOAP or XML-RPC messages, one possibility is to filter out all HTTP POST requests that set their content type to text/xml. It is a requirement of both specifications. Another alternative is to filter the SOAPAction HTTP header attribute. The SOAPAction header is a server-specific URI used to indicate the intent of the request. This makes it possible to quickly determine the nature of the SOAP request, without actually examining the SOAP message payload. In practice, the header is frequently used by firewalls as a mechanism for blocking out SOAP requests or for quickly dispatching SOAP messages to specific SOAP servers. Firewall vendors are also currently developing tools explicitly designed to filter web service traffic [14].
We see that security is a very important part of any web service implementation. Here are the examples of business models that need security:

1. **E-commerce sites on the Internet.** Sites depend on credit card authorization services provided by outside company.
2. **Cross-selling and customer relationship management.** Customer information can be shared across many lines of business within enterprise company.
3. **Supply chain management.** Requires communication among all suppliers in the manufacturing chain to be sure that supply of parts is enough for demand.
4. **Bandwidth on demand.** Allows customers to make dynamic requests in order to increase quality of telecommunications service and get immediate results.

![Diagram](image)

**Figure 2.1 Basic requirements for a web service [10]**

Figure 2.1 [10] demonstrates basic requirements of a web service. It shows online internet store ePortal. The visitors access site via browser using HTML. The store sells products to customers using shopping carts. Registered members have access to some deals that are not accessible to unregistered users (visitors). Visitors can browse ePortal. Staff can administrate the portal. All services provided by the portal are implemented by eBusiness. eBusiness stores products data and processes portal orders.

Web services security requirements are the following [10]:

- **Authentication.** Verifies that users are who they claim to be (passwords, tokens, public key certificates, secret keys).
- **Authorization.** Grants permission to access resources, providing basis for access control.
- **Encryption.** Provides cryptographic algorithms and protocols to protect data and messages from disclosure and modification.
- **Accountability.** Ensures that users are accountable for their action.
- **Security administration.** Defines security policy for user profiles, authentication, authorization, etc.
Each web service transaction must be traceable from its origin to its fulfillment, maintaining consistent security across processing tiers and domains.

Web services security must be flexible enough to identify all participants in a transaction. Additional benefit of seamless integration of security with web services is to provide single sign-on (SSO), even across organizations using different security technologies.

Authentication provides service that determines that requester is exactly who he claims to be. There are two categories of authentication – password-based and challenge-response based.

Password-based authentication has a few limitations. Challenge-response authentication provides higher security level, but it is more complex. Password-based authentication is more popular than challenge-response based authentication.

There are few different authentication systems:

1. Operating system-based authentication.
   Microsoft IIS (Internet Information Server) uses this authentication system. It uses facilities of Windows operating system. IIS has the following methods for authentication:
   a) HTTP basic authentication (using user name and password);
   b) Challenge-response based HTTP digest authentication;
   c) SSL authentication;
   d) Kerberos authentication.

2. Web server-based authentication.
   Web server can handle authentication requirements for HTTP: basic password-based authentication and HTTP digest authentication.

3. Token-based authentication.
   User must have token card and know PIN. The token is stronger than password. Authentication server needs to verify the value of token. Response will be sent from the Authentication server to the workstation during the authentication protocol.

4. Web single sign-on.
   We can save authentication information in web browser cache. In this case, user doesn’t have to enter username and password multiple times. If there are several web servers in the cluster, there is a problem when we need the same authentication information for the different servers. Web SSO systems (for example, Microsoft Passport) can solve this problem. This system maintains session between HTTP requests to the same server in cluster. So user can log in only once and access any server in a cluster without logging in again. After successful authentication, the server creates cookie with username, IP address, browser, and expiration time. Most Web SSO systems have authentication mechanisms as password, RSA SecurID, Windows
NT domain login and public key certificate, and provide authorization services. Web SSO systems can be integrated with web servers.

Authorization means specifying and granting permissions to access web services resources. It provides basis for access control. Authentication supports authorization. Server makes decision whether to grant access to requested web service resource.

There are the following mechanisms for authorization in web services:

- Operating systems – it’s possible to use operating system to authorize action and enforce authorization, if user is authorized by operating system.
- Web servers – web servers are designed to protect web pages.
- Application servers – application servers perform authorization based on authentication they perform or identity passed to them by front-end component.
- Application – applications can enforce authorization.

Authorization policies allow access to resources based on collections of authenticated users (groups, roles, privileges). The policies can restrict access to any collection of resources, for example, hosts, files, web pages, or database. Authorization policies may restrict access based on global context (such as day of week) or data values (such as trading of shares for minimal sum of 1000 dollars). Web servers support access control for directory/path level. Entire page may be protected, but not a part of it.

Security Assertion Markup Language (SAML) is an XML-based open standard data format for exchanging authentication and authorization data between an identity provider and a service provider. The most important requirement that SAML addresses is web browser single sign-on (SSO). The SAML specification defines three roles: the user, the identity provider (IdP), and the service provider (SP). The principal requests a service from the service provider. The service provider requests and obtains an identity assertion from the identity provider. On the basis of this assertion, the service provider can make an access control decision; the service provider can decide whether to perform some service for the connected user. Before delivering the identity assertion to the SP, the IdP may request some information from the principal (for example, a user name and password) in order to authenticate the principal. In SAML, one identity provider may provide SAML assertions to many service providers. Similarly, one SP may rely on and trust assertions from many independent IdPs.

Extensible Access Control Markup Language (XACML) is a standard that defines a declarative access control policy language implemented in XML and a processing model
describing how to evaluate access requests according to the rules defined in policies. One of the goals of XACML is to promote common terminology and interoperability between access control implementations by multiple vendors. The XACML model supports and encourages the separation of the access decision from the point of use. When the client is decoupled from the access decision, authorization policies can be updated on the fly and affect all clients immediately.

Figure 2.2 [10] shows a web service implementation using Microsoft technology ASP.NET. ePortal is running on IIS web server. If ePortal requests appropriate eBusiness service (products list, price or order), IIS web server sends SOAP/HTTP request to SOAP server named StoreFrontService that is running on eBusiness. The SOAP/HTTP server connects the web service and COM+ implementation of business logic.

![Figure 2.2 Implementation of a Web service using ASP.NET](image)

Figure 2.2 Implementation of a Web service using ASP.NET [10]
The basic security requirements are:
1) Encryption. All traffic between client browser and ePortal and between ePortal and eBusiness must be encrypted because of customer privacy and storing credit cards data confidentiality.

2) Authentication. Visitors, members and staff must be authenticated, because they have different roles.

3) Authorization. Visitors, members and staff must be permitted to access specific pages depending on their role.

We have two security requirements:
   1) HTTP connection between client browser and ePortal.
   2) SOAP/HTTP connection between ePortal and eBusiness. ePortal sends credential information to eBusiness.

Existing Microsoft security technique takes care of all security issues. This technique provides the following security features:

1. Encryption.
   SSL protects all traffic between browser and portal and between ePortal and eBusiness. Customer accesses web server via HTTPS that encrypts traffic. For this purpose, ePortal and eBusiness are configured to require secure channel. SSL connection guarantees message confidentiality and integrity.

2. Authentication
   HTTP basic authentication is part of Microsoft environment. Visitors, members and staff have username and password. Each person needs to enter this data to access resources. Each user is mapped to Windows user. Visitors have access to unprotected resources as anonymous user, so they do not need login. Basic authentication and SSL guarantee that passwords cannot be stolen as network traffic. ePortal IIS does not perform password authentication check. It impersonates user and forwards his username and password to eBusiness. ASP.NET configuration file of eBusiness uses Windows authentication mode, so ASP.NET web service uses authentication performed by IIS web server of eBusiness.

3. Authorization
   When a client requests access to a web service method (for example, he is asking for the price of a product), eBusiness Windows uses authenticated identity provided by IIS and checks if this user is permitted to access the service according to his role.

   This example has a few limitations.

   I described Microsoft technology only. It’s easy to implement and deploy application using single technology. But primary advantage of web service is support of cross-platform
applications (for example, connecting ASP.NET and Java applications). Using single technology terminates this advantage of web service.

The second limitation is that I described using IIS security mechanism to authenticate users and protect network traffic. It’s better to provide additional protection layers because of IIS security weakness. In example 1 there is no accountability service that records accesses in audit log. It’s very important to trace sources to detect intruder attacks.

Password-based authentication has a weak security. It’s very risky to use it for high-value transactions. Simple passwords are easy to guess. Complex passwords are easy to steal, because people write it on notes. The example only guaranties that password is not exposed on Internet.

The example uses impersonation model. Client logs in into ePortal using user name and password, and ePortal forwards username and password to eBusiness, and impersonates user making SOAP request to eBusiness. eBusiness thinks that it receives request directly from user.

Figure 2.3 [10] illustrates an example where an eBuyer user accesses ePortal via a web service purchasing system using the browser. There are two service subscribers: eBuyer and ePortal. Service subscriber is business or business unit. eBuyer purchasing system is a service subscriber to ePortal. Users of eBuyer can be initiators of transactions at ePortal. ePortal is subscriber to services provided by eBusiness. eBusiness responds to product and pricing requests, and purchasing requests from ePortal.
ePortal takes purchasing requirements of the buyer and presents an offer that matches the purchasing criteria. eBusiness receives requests from ePortal about products, prices, and availability. eBusiness also receives purchase orders from ePortal.

Intermediary that handles web service message can change content of the message or process header and leave body without changes. ePortal has an accounting system. Accounting system is intermediary and receives buy requests on the way to eBusiness, and records transactions. Funds are collected from eBuyer and paid to eBusiness. Accounting system does not change the message body.

ePortal extracts part of messages received from eBusiness and eBuyer. It creates new messages. It is another kind of intermediary interaction.

![Diagram](image)

Figure 2.3 Web service purchasing example [10]
ePortal needs to verify identity of customer John before request initiating. Customer wants to know price of product. Before ePortal processes request, it makes sure who made request. ePortal wants to decide if request is legitimate. John uses browser to send request. Customer can use non-browser client or make purchase order by email. ePortal must verify the sender.

When ePortal determines that it must request web service from eBusiness, eBusiness needs two authenticated identities: ePortal and Buyer. First, it needs to verify who sent the request. It is important because eBusiness’ business relationship is with ePortal, and only companies with which it has business relationships can make requests. eBusiness also wants to make sure that it will be paid for providing web service, and ePortal is responsible for payment. Second, although there are other options we demand that eBusiness knows who initiated the request. It is important when eBusiness must take action on behalf of the initiator. For instance, eBusiness may not mind responding with pricing information and sharing it with Joe.

eBusiness doesn’t want to ship product unless it knows that Joe is a legitimate buyer. In this example eBusiness cannot directly authenticate John. eBusiness accepts customer authentication of ePortal.

There are four requirements for authenticated identity during interaction between eBusiness and ePortal:

- ePortal must know who is the initiator.
- eBusiness must be sure that it received SOAP request from ePortal.
- eBusiness must know exactly who is the initiator.
- ePortal must be sure that eBusiness sent SOAP response.

There are two categories of authentication – connection-oriented and document-oriented. Connection-oriented authentication system identifies who is at the other end of connection. Document-oriented authentication system attaches or embeds authentication token with message. Message and authentication token can be transported using HTTP, SMTP, or FTP protocols. Document-oriented authentication system embeds information about entity in the body of document.

Information in the message between eBusiness and ePortal is not for general use. We need to protect it from stealing and modifying.
Private information is exchanged between eBuyer and ePortal, and between ePortal and eBusiness. ePortal receives request information from eBuyer and sends request to eBusiness. eBusiness sends product information, price and payment instruction to ePortal. ePortal receives this offer and sends offer that includes payment instruction to eBuyer. Neither ePortal nor eBuyer can be allowed to understand payment instruction.

In opposite direction eBuyer sends accounts payable information in case of acceptance of eBusiness’ offer. ePortal receives acceptance and sends it to eBusiness. This message passes through accounting system of ePortal. Only ePortal accounting system (not ePortal and not eBusiness) must be able to understand this data. Accounting system must be sure that money is collected from eBuyer and paid to eBusiness. SOAP header instructs accounting system to record content of the message and makes entries into accounts payable and accounts receivable systems. After that, when header is no longer needed, audit system passes SOAP message without audit header. SOAP message can be created from other received SOAP messages.

There are three critical aspects of securing web services: authentication, message protection, and authorization.

There are two aspects of authorization. The first aspect is that eBusiness needs to ensure that it provides to ePortal only services allowed for ePortal. eBusiness can provide services, and ePortal is not contracted to use some of them. So eBusiness needs to be sure that it restricts ePortal to such services. The second aspect is that eBusiness wants to be sure that initiator is entitled to request service on its behalf. So if initiator is John, transaction account will be one that John (and not Sue, for example) is entitled to use.

There are the following requirements for eBusiness:

- eBusiness needs to be sure that ePortal is entitled to use the services it requested.
- eBusiness needs to be sure that initiator John has authority to buy the product.

We can use SAML assertion. It includes information about John and allows ePortal to include attributes about user. When eBusiness verifies signature of ePortal, it can be sure that subject of SAML assertion is the initiator of transaction. eBusiness needs to be sure that ePortal authenticated the initiator.
OASIS (Organization for Advancement of Structured Information Standards) is a global consortium that drives development and adoption of e-business and web service standards. One of the purposes of OASIS is create standards based on XML. OASIS developed SAML, standard XML-based framework for secure exchange of authentication and authorization information. OASIS also released XACML, standard XML-based protocol for access control policies.

There are two main problems in web services security.

The first problem is how to interpret security context information when data is transferred from source application to target application. If source and target are the same division of the same company, we can use the same technology, so it’s not difficult to solve this problem. The real problem is when we have two different companies with different security policies.

The second problem is single sign-on capability (SSO). People want to log on to system only once to have access to different web service applications without additional login.

Solution of these problems is standard representation of security data. In this case, different security services can recognize security data regardless of security policy and technology they are using. OASIS Security Services Technical Committee released SAML specification.

Security Assertion Markup Language (SAML) is XML-based framework to exchange security related information between service consumers, identity providers and service providers. The security information is expressed in terms of assertions, statements about a subject or a user in the form of the SAML token.

SAML solves the following security problems:

- **Interoperability** – ability to communicate between security systems within different tiers.
- **Privacy** – ability to protect identity and personal data of user (for example, credit card number).
- **Federation** – ability to securely exchange data between different companies.
- **SSO (single sign-on)** – ability to log in once to access different applications.
SAML solves problem of secure interoperability of web services. SAML has an ability to define standard format for security information and standard way to transmit security data among different applications.

Identity provider provides local authentication services to the principal (user). SAML doesn’t specify implementation of local services. SAML does not care how local authentication service was implemented. When principal sends request, identity provider passes SAML assertion to service provider. After that, service provider makes access control decision.

The main part of SAML specification is XML Schema. XML Schema defines representation of security data. This representation is assertion when trusted security service says that authentication or authorization is correct. For example, if authentication assertion is representation by third party, the principal is authenticated. If target trusts third party, it accepts assertion as true and accepts the principal by authentication assertion as authenticated.

Third-party services are trusted sources when they assert correctness of authentication, attribute activity, and authorization. They return SAML assertions to requesting party. If client tries to access target, it will pass along SAML assertion from third party. Target verifies that assertion is from the third party it trusts. If it trusts, it uses this information and knows that user is authenticated correctly. Now target has accepted SAML authentication assertion. Target goes to another third-party service; it requests attribute assertion for this authenticated user and passes authenticated assertion. Third-party service returns to target attribute assertion that contains attributes for this user. Third-party attribute service guarantees that attributes are correct. And finally, target sends request to third-party authorization service, passes attribute or authentication assertion and asks if user is permitted to perform activity on target resource. Authorization can be more complex than authentication and attribute retrieval.

SAML is written in XML. So it uses such advantages of XML as platform and language independence. SAML solves the problem of Web browser single sign-on (SSO).

SAML is designed to work with other specifications. SAML uses the following standards:

- XML (Extensible Markup Language). XML is root for SAML.
- XML Signature. SAML uses digital signature based on XML Signature for authentication and message integrity.
- XML Encryption. SAML uses XML Encryption for providing elements for encrypted name identifiers, encrypted attributes, and encrypted assertions.
- HTTP (Hypertext Transfer Protocol). SAML uses HTTP as communication protocol.
- SOAP (Simple Object Access Protocol). SAML specifies the use of SOAP.
SAML 1.0 was adopted as OASIS standard in November 2003. SAML 1.1 was ratified by SSTC (OASIS Security Services Technical Committee) as OASIS standard in September 2003. SAML 2.0 became OASIS standard in March 2005.

The main goal of SAML is to define security documents. Specification defines how to talk to the SAML services. It uses the term bindings to describe a standard way to request authentication, attributes, or authorization decisions from the appropriate SAML service and for authority to respond to the requestor. Profiles are descriptions of how protocols transfer SAML assertions from one application to another.

Let’s describe some terms and concepts. Entity is an active element of a network system. Principal is an entity whose identity can be authenticated. Subject is a principal in the context of a security domain.

![Figure 3.1 Identity providers and service providers](image)

Asserting party (SAML authority) is an entity that produces SAML assertions. Service provider (SP) is an entity that decides to take an action based on information from another system entity. Identity provider (IdP) is an entity that creates, maintains, and manages identity information for principals and provides principal authentication to other service providers. In the WS-Federation Model, an identity provider is a Security Token Service (STS). Service Providers depend on an Identity Provider or Security Token Service to do the user authentication. Service
provider is an entity that provides services to principals or other entities. A service provider relies on a trusted Identity Provider or Security Token Service (STS) for authentication and authorization. SAML’s service provider depends on receiving assertions from a SAML authority or asserting party, a SAML Identity Provider.

![Profiles Diagram](image)

Figure 3.2 SAML concepts [15]

Client sends request to target organization that has SAML authentication assertion. Client retrieved an authentication assertion from authentication authority when he was authenticated. Target organization receives request. Organization examines authentication assertion, and if assertion is correct and it is from trusted authority, the organization is satisfied. After that target organization goes to SAML attribute authority, passes authentication assertion to attribute authority and requests SAML attribute assertion. Attribute authority returns attribute assertion with attributes of the customer to the organization, or the client can get attribute assertion also from the attribute authority and give it to the target organization. In any case, the target organization sends the SAML authorization request to the authorization authority with the name and ID of the resource that the client needs to access. Authorization request contains the assertion that has an authentication statement and/or the attributes statement. Authorization authority makes grant or deny decision and returns it.
Each assertion has a set of data that is common to all assertions.

We can divide SAML assertions into two general areas. The first area is common for all SAML assertions and contains things like version number, security principal, and conditions. Namespaces define originating organization and which specifications this assertion uses. The second contains actual statements about authentication, attributes, or authorization.

Subject of SAML contains identity of security principal of this assertion. Subject contains domain and name. Subject confirmation is an alternative way of identifying the subject. The XML schema below [10] shows Subject and Subject confirmation.

```xml
<choice>
  <sequence>
  </sequence>
</choice>
</complexType>
```

The first line defines an element, which is a basic type in XML, whose name is Subject. The Subject is of type saml:SubjectType. The saml: means that the SubjectType is defined by SAML. On the second line, we see the beginning of the definition of SubjectType. It is a complexType, so it is composed of a number of other definitions. A simple type (in contrast to a complex type) can consist of only one element such as a string or an integer. The third line says that the things that compose the SubjectType are a choice of two elements. The first choice is a sequence of a NameIdentifier followed by a SubjectConfirmation. The SubjectConfirmation is followed by a . The SubjectConfirmation is optional. There is also a term maxOccurs that tell how many times the element can occur. The default value of both minOccurs and maxOccurs is 1.

In the example below we can see a SAML assertion [11].

```
<Assertion Version="2.0"
  ID="18d9be83-4e26-4c47-825a-5df08b0ebd8"
  IssueInstant="2014-08-18T02:00:00.00Z"
  xmlns="urn:oasis:names:tc:SAML:2.0:assertion">
  <Issuer>idp.sample.com</Issuer>
  <Subject>
```

```xml
The example above shows an assertion issued by an identity provider (http://idp.sample.com) to a service provider (http://sp.sample.com). The assertion includes both an Authentication Assertion <saml:AuthnStatement> and an Attribute Assertion <saml:AttributeStatement>, which the service provider uses to make an access control decision. The assertion encodes the following information: The assertion ("18d9be83-4e26-4c47-825a-5df08b0ebdf8") was issued at time "2014-08-18T02:00:00.00Z" by identity provider (http://idp.sample.com) regarding subject (b75e15a6-0c2b-4ff6-84a3-94428dbb42b2) exclusively for service provider (http://www.sample.com/SSO.asmx). The authentication statement asserts the following: The principal identified in the <saml:Subject> element was authenticated at the time "2014-08-18T02:00:00.00Z" by means of a password sent using a protected channel.

The top-level statement portion of assertion is abstract element. Valid assertion must contain one of three possible statements defined by SAML: authentication, authorization, or attribute.
Authentication statement is derived from abstract SubjectStatementAbstractType. AuthenticationMethod element identifies the type of authentication [10], AuthenticationInstant contains time of authentication.

The following fragment shows authentication statement:

```xml
<sequence>
  <element ref="saml:SubjectLocality" minOccurs="0"/>
  <element ref="saml:AuthorityBinding" minOccurs="0" maxOccurs="unbounded"/>
</sequence>
<attribute name="AuthenticationMethod" type="anyURI" use="required"/>
<attribute name="AuthenticationInstant" type="dateTime" use="required"/>
```

The following fragment shows attribute statement:

```xml
<sequence>
  <element ref="saml:Attribute" maxOccurs="unbounded"/>
</sequence>
```

The following fragment shows attribute statement, when attribute element contains AttributeValue element:

```xml
<sequence>
  <element ref="saml:AttributeValue" maxOccurs="unbounded"/>
</sequence>
```

AttributeType inherits from AttributeStatementType. The following fragment shows AttributeDesignatorType:

```xml
<complexType name="AttributeDesignatorType">
  <attribute name="AttributeName" type="string" use="required"/>
  <attribute name="AttributeNamespace" type="anyURI" use="required"/>
</complexType>
```

Below I give an example of the AttributeQuery [11]:

The example shows an XML document containing an example SAML attribute query message being transported within a SOAP envelope. The SOAP envelope starts on line 2. The SAML attribute query starts on line 5. It is embedded in a SOAP body element starting on line 4. The attribute query contains various required and optional XML attributes including declarations of the SAML assertion and protocol namespaces, and the message ID. The request specifies a number of optional elements. This includes, for example, the requested attribute (givenName).

In case of authorization, schema has decision element to indicate, if authorization is granted or not. Decision element returns result of decision. Decision element can take the following values: Permit, Deny, and Indeterminate.

The following fragment shows an authorization statement [10]:

```xml
<complexContent>
  <extension base="saml:SubjectStatementAbstractType">
    <sequence>
      <element ref="saml:Action" maxOccurs="unbounded"/>
      <element ref="saml:Evidence" minOccurs="0"/>
    </sequence>
    <attribute name="Resource" type="anyURI" use="required"/>
    <attribute name="Decision" type="saml:DecisionType" use="required"/>
  </extension>
</complexContent>
```

The Decision returns the results of a decision. A Decision element may take one of the following values: Permit, Deny, or Indeterminate.
Specification defines protocol for requesting assertions from third parties and returning response with completed assertion.

There are three options of SAML request/response: for authentication, for attributes, and for authorization. Request and response are XML documents. Header of request/response has definition of namespaces and import of other specification schemas. The imported schemas are digital signature specification, assertion schema and XML schema itself.

SAML request is a format to ask questions about authentication, attribute, and authorization authority. In case of authentication authority, SAML request asks if the subject is authenticated. Response will be SAML authentication assertion. In case of attribute authority, SAML request asks: what are the attributes for this authenticated subject? Response will be SAML attribute assertion. In case of authorization authority, SAML request asks if subject can do specific action on specific resource. Response will be SAML authorization assertion.

Request portion in SAML protocol starts with abstract type RequestAbstractType. After that, we can see the version of specification and time of request. The type of response is defined in RespondWith element with AuthenticationStatement, AttributeStatement, and AuthorizationStatement.

Next is the part of the schema of a SAML request element [10]:

```xml
<complexType name="RequestType">
  <complexContent>
    <extension base="samlp:RequestAbstractType">
      <choice>
        <element ref="samlp:Query"/>
        <element ref="samlp:SubjectQuery"/>
        <element ref="samlp:AuthenticationQuery"/>
        <element ref="samlp:AttributeQuery"/>
        <element ref="samlp:AuthorizationDecisionQuery"/>
        <element ref="saml:AssertionIDReference" maxOccurs="unbounded"/>
        <element ref="samlp:AssertionArtifact" maxOccurs="unbounded"/>
      </choice>
    </extension>
  </complexContent>
</complexType>
```

Request type can be: Query, SubjectQuery, AuthenticationQuery, AttributeQuery, AuthorizationQuery, AssertionIDReference, or AssertionArtifact.
AuthenticationQuery element asks: what authentication assertions are available for subject? AttributeQuery extends SubjectQueryAbstractType. Here is the sample of AttributeQuery:

```xml
<sequence>
  <element
</sequence>
</extension>
```

AuthorizationQuery is used to request that authorization authority answer the question, if subject is permitted to perform stated action on given resource. The elements of AuthorizationQuery are name of resource (defined by URI), actions and evidence (optional). Actions and Evidence are defined in SAML assertions.

Here is the schema of AuthorizationDecisionQuery:

```xml
<sequence>
</sequence>
</extension>
```

Response, as request, starts with common portion that contains version number, Subject, etc. The new attributes are ResponseID and InResponseTo. InResponseTo connects response to corresponding request. InResponseTo is RequestID of corresponding request. Response element has structure similar to request, derived from ResponseAbstractType. The main element of response is assertion or assertions.

The status of response can be Success, VersionMismatch, Requestor, or Responder. Element StatusMessage returns explanatory message.

An example of a sample SAML Response is below [10]:

```xml
<samlp:Response
  xmlns:samlp="urn:oasis:names:tc:SAML:2.0:protocol"
  xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
  ID="identifier_2"
  InResponseTo="identifier_1"
```
Version="2.0"
IssueInstant="2014-08-18T09:00:00"
Destination="https://sp.sample.com/SAML2/SSO/POST">
  <samlp:Status>
  </samlp:Status>
  <saml:Assertion xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
    ID="identifier_3"
    Version="2.0"
    IssueInstant="2014-08-18T09:00:00">
    <!-- a POSTed assertion MUST be signed -->
    <ds:Signature xmlns:ds="http://www.w3.org/2000/09/xmldsig#".../>
    <saml:Subject>
      <saml:NameID Format="urn:oasis:names:tc:SAML:2.0:nameid-format:transient">
        6fa71759-f712-4632-96e6-6841ddd996ae
      </saml:NameID>
      <saml:SubjectConfirmation Method="urn:oasis:names:tc:SAML:2.0:cm:bearer">
        <saml:SubjectConfirmationData
          InResponseTo="identifier_1"
          Recipient="https://sp.sample.com/SAML2/SSO/POST"
          NotOnOrAfter="2014-08-18T09:05:00"/>
      </saml:SubjectConfirmation>
    </saml:Subject>
    <saml:Conditions NotBefore="2014-08-18T09:05:00"
      NotOnOrAfter="2014-08-18T09:15:00">
      <saml:AudienceRestriction>
      </saml:AudienceRestriction>
    </saml:Conditions>
    <saml:AuthnStatement AuthnInstant="2014-08-18T09:00:00"
      SessionIndex="identifier_3">
      <saml:AuthnContext>
        <saml:AuthnContextClassRef>
          urn:oasis:names:tc:SAML:2.0:ac:classes:PasswordProtectedTransport
        </saml:AuthnContextClassRef>
      </saml:AuthnContext>
    </saml:AuthnStatement>
  </saml:Assertion>
</samlp:Response>
**Binding** is the term that describes standard way to request authentication, attributes, and authorization from SAML service. Bindings define how to pass assertion in messaging protocol. Two bindings defined in initial specification of SAML 1.0 are SOAP and HTTP POST protocol.

SAML 2.0 defines the following bindings:

- SAML SOAP Binding;
- Reverse SOAP Binding;
- HTTP Redirect (GET) Binding;
- HTTP POST Binding;
- HTTP Artifact Binding;
- SAML URI Binding.

Security information in SOAP message is contained in SOAP header. The purpose of SOAP binding is not to secure message, but request and receive security information, specifically SAML assertions. SAML information is the message and is contained in SOAP body. Message body can contain only SAML request or reply when it is used to send request or response for SAML assertions to or from SAML authority. SOAP message cannot contain more than one request or response. Response is a SOAP message that contains the SAML response in the SOAP body or SOAP fault code.

**Profiles** are descriptions how protocol transfers SAML assertions from one application to another.

**Artifact** is a token that is passed from web browser to web server that allows web server to get assertions from trusted third party.

Browser POST profile describes how to pass assertions in HTTP POST request securely.

SAML 2.0 has the following profiles:
- SSO Profiles
  - Web Browser SSO Profile;
  - ECP (Enhanced Client or Proxy) Profile;
  - Identity Provider Discovery Profile;
  - Single Logout Profile;
  - Name Identifier Management Profile;
- Artifact Resolution Profile;
- Assertion Query / Request Profile;
- Name Identifier Mapping Profile;
- SAML Attribute Profile.

Artifact is a small identifier that the browser first obtains from the source site. SAML assertions may fit into HTTP URL from the web browser. Typically, the browser passes security information in cookies. But it’s impossible to use cookies in cross-domain applications, so it’s possible to use URL instead, to pass security data.

We could share a cookie between foo.example.com and new.example.com but never between example.com and example2.com and that’s for security reasons. In order to pass cookie credentials we need to include “Access-Control-Allow-Credentials:true” header. When a request is made for a resource with credentials, if this header is not returned with the resource, the response is ignored by the browser and is not returned with web content. “Access-Control-Allow-Origin” must not use wildcard (*). The origin is a URI, indicating the server from which the request initiated. It does not include any path information, but only the server name; we must specify the exact domain. Wildcard (*) is too permissive and would defeat the use of credentials. So we have to use header “Access-Control-Allow-Origin: http://foo.example.com”.

The artifact structure consists of the two-byte field with additional optional data. SourceID is used to identify the source site. AssertionHandle is used to locate assertion for browser user.

There are two cases how Browser Artifact Protocol can initiate SSO connection:

1. Browser tries to access target without artifact, target causes browser request to redirect to third-party authority, called source site in protocol.
2. Browser accesses source site on its own and requests artifact.
In all cases, browser must authenticate itself with the source site. It can be done before request is sent to target, or target may force authentication in first method.

In first case, browser reaches source site by redirection and requests artifact by presenting information on target. If browser is not authenticated to source site, browser is required to log in. It will be single login request for this session with the source site. Source site constructs artifact and returns it to browser, and redirects browser to the target.

In second case, browser accesses source site, having logged previously or at time of access, and requests artifact for target.

Browser presents artifact or artifacts to the target. Target determines location of source site, makes SAML request to source site, sending artifact(s) that it received from the browser. Target must use SAML binding protocol in accessing source site. Request is SAML request that is asking for assertion(s) associated with artifact(s). Source site inspects artifact(s), creates or retrieves proper assertion(s) and returns it to the target in SAML response.

HTTP POST protocol transmits assertions from browser to the target. Browser makes request to source site, passing requested target site the browser wants to access. Source site builds assertion(s) and puts it in HTTP form. Source site returns form that contains assertion(s) to browser with redirect to target. Assertions must be digitally signed.

Section 4 below contains an extended SAML sample.
Web browser single sign-on (SSO) is the primary SAML use case. User (web browser) requests web resource protected by SAML service provider. Service provider needs to know identity of requesting web browser. Service provider sends authentication request to SAML identity provider through user agent.
1. Request target resource at Service Provider.
   Principal requests target resource at service provider via HTTP user agent. Service provider does security check on behalf of target resource. If valid security context already exists at service provider, we skip steps 2-7.
   Example: https://www.news.com/resource1

2. Redirect to SSO service at Identity Provider.
   Service provider determines user’s identity provider and redirects user agent to SSO service at identity provider.
   Example: https://www.news.com/SAML/SSO/Redirect?SAMLRequest=myrequest

3. Request SSO service at Identity Provider.
   User agent performs GET request to SSO service at identity provider. SSO service performs security check. If user doesn’t have valid security context, identity provider identifies user.

4. Respond with XHTML form.
   SSO service validates request and responds with document containing XHTML form.

5. Request assertion consumer service at Service Provider.
   User agent performs POST request to assertion consumer service at service provider.

6. Redirect to target resource.
   Assertion consumer service processes response, creates security context at service provider and redirects user agent to target resource.

7. Request target resource at Service Provider again.
   User agent requests target resource at Service Provider again.

8. Respond with requested resource.
   Security context exists, so Service Provider returns resource to user agent.

In this use case, a login has a login session (security context) on a web site (Airlines.com) and is accessing resources on that site. At some point, either explicitly or transparently, user is directed over to a partner’s web site Cars.com. We assume that a federated identity for the user has been previously established between Airlines.com and Cars.com based on a business agreement between them. The identity provider site Airlines.com asserts to the service provider site Cars.com that the user is known (by referring to the user by their federated identity), was authenticated, and has certain identity attributes (for example, has a “Gold membership”). Since Cars.com trusts Airlines.com, it trusts that the user is valid and properly authenticated and thus creates a local session for the user. This use case is shown in Figure 4.2, which illustrates the fact that the user is not required to be re-authenticated when directed over to the Cars.com site.

User was first authenticated at the identity provider before accessing a protected resource at the service provider. This scenario is commonly referred to as an IdP-initiated web SSO scenario. While IdP-initiated SSO is useful in certain cases, a more common scenario starts with a user visiting a service provider site through a browser bookmark, possibly first accessing
resources that require no special authentication or authorization. When user attempts to access a protected resource at the service provider, the service provider will send the user to the identity provider with an authentication request in order to have the user log in. Thus this scenario is referred to as SP-initiated web SSO. Once logged in, the identity provider can produce an assertion that can be used by the service provider to validate the user’s access rights to the protected resource. SAML 2.0 supports both the IdP-initiated and SP-initiated flows.

![Diagram of general single sign-on use case](image)

Figure 4.2 General single sign-on use case [11]
User’s identity is federated between a set of providers when there is an agreement between the providers on a set of identifiers and/or identity attributes by which the sites will refer to the user.

Figure 4.3 shows how, during web SSO, the sites can dynamically establish the federated name identifiers used in the account linking process. Airlines.com is identity provider, and Cars.com and Hotels.com are service providers. Cars.com offers car rentals, and Hotels.com offers hotel booking. Consider that a user is registered on all three providers. They have pre-existing local login accounts, but the local accounts all have different account identifiers. User Sam Foster is registered at Airlines.com as samfoster, on Cars.com his account is sfoster, and on Hotels.com it is samf. The sites have established an agreement to use persistent SAML privacy-preserving pseudonyms for the user’s federated name identifiers. Sam has not previously federated his identities between these sites.

Figure 4.3 General identity federation use case [11]
The processing sequence is as follows:

1. Sam books a flight at Airlines.com using user account samfoster (F1).
2. Sam wants to reserve a car. He clicks on a link to visit Cars.com. This site sees that the browser user is not logged in locally but that he has previously visited their identity provider partner site Airlines.com. So Cars.com asks Sam if he would like to agree to federate his local Cars.com identity with Airlines.com (F2).
3. Sam agrees to the federation and his browser is redirected back to Airlines.com where the site creates a new pseudonym, a1000 for Sam’s use when he visits Cars.com. The pseudonym is linked to his samfoster account. Both providers agree to use this identifier to refer to Sam in subsequent transactions.
4. Then Sam is redirected back to Cars.com with a SAML assertion indicating that the user represented by the federated persistent identifier a1000 is logged in at the identity provider. Since this is the first time that Cars.com has seen this identifier, it does not know the local user account to which it applies.
5. So, Sam must log in at Cars.com using his sfoster account. Then Cars.com attaches the identity a1000 to the local sfoster account for future use with the identity provider Airlines.com. The user accounts at the identity provider and this service provider are now linked using federated name identifier a1000.
6. After reserving a car, Sam clicks on a link to visit Hotels.com in order to book a hotel room (F3).
7. The federation process is repeated with the identity provider Airlines.com, creating a new pseudonym, b1000, for IdP user samfoster that will be used when visiting Hotels.com.
8. Sam is then redirected back to the service provider Hotels.com with a new SAML assertion. The service provider requires Sam to log in his local samf user account and adds the pseudonym as the federated name identifier for future use with the IdP Airlines.com. The user accounts at the identity provider and this service provider are now linked using the federated name identifier b1000.

In the future, whenever Sam needs to book flight, car, or hotel, he will only need to log in once to Airlines.com before visiting Cars.com and Hotels.com. The identity provider Airlines.com will identify Sam as a1000 to Cars.com and b1000 to Hotels.com. Each service provider will locate Sam’s local user account through the linked persistent pseudonyms and allow Sam to conduct business after the SSO exchange.

Appendix C contains SAML request/response samples.
XACML (eXtensible Access Control Markup Language) is a standard that defines XML-based language for declarative access control policy. XACML describes how to evaluate authorization request according to policy rules. XAML model supports separation of authorization decision and point of use. It’s possible to update authorization policy on the fly, and it immediately affects all clients.

XACML defines rules to allow access to resources (read / write / execute) based on characteristics of requester, characteristics of the request protocol, and authentication context. XACML defines conditions for creating rules, how rules may be combined, and how rules are processed to perform decisions. A XACML rule is defined as “Target, effect, and set of conditions” [9]. Target is decision request that refers to resources (documents, services) by subject (users or computers). For example, target may be “Write access to documents in drive D for managers.” Collecting rules together creates policy statements.

Examples:

- Only members of Accounting Department can access specific document.
- To access specific document, SSL should be used.
- Digital certificate must be used for authentication to read the document.

XACML uses obligation that is directive from PDP (Policy Decision Point) to PEP (Policy Enforcement Point). Directive must be performed before or after access is granted. If PEP cannot perform directive, granted access may or must not be realized. This obligation removes gap between formal requirement and policy execution. Obligation is effective way for formal requirements that are hard to implement as access control rules.

Documents accessed using policies expressed in XACML don’t need to be XML documents. XACML can provide complex scenarios for access to different resources by users or computers depending not only on requestor or resource, but on other conditions. Predicate of rule is ability to query attribute.

Although XACML defines XACML request/response messages format, it does not provide any suggestions about using one or another transport container or protocol. Using XACML messages directly as authorization assertions impose some security problems because they do not have mechanisms to bind authority (trust) or imply security restrictions as they are provided by such SAML elements as Issuer or Conditions.

SAML 2.0 profile of XACML combines SAML security assertions format and rich functionality of the XACML policy format. This solution provides a good combination between XACML policy expression and evaluation functionality and SAML security assertion management functionality.
XACML is designed to be integrated with the SAML for exchanging security assertions and providing protocol mechanisms. SAML defines schemas intended for use in requesting/responding with various types of security assertions. The SAML schemas include information needed to identify and validate the contents of the assertions, such as identity of the assertion issuer, the validity period of the assertion, and the digital signature of the assertion. The SAML specification describes how these elements are to be used. SAML-XACML profile defines how to use SAML 2.0 to protect, transport, and request XACML schema instances and other information needed by an XACML implementation. SAML-XACML profile is supported by the popular open-source SAML implementation OpenSAML2.

XACML is structured into three levels of elements: PolicySet, Policy, and Rule. All these elements can contain Target elements. PolicySet can contain any number of Policy elements and PolicySet elements. Policy element can contain any number of Rule elements.

The latest version XACML 3.0 was ratified in 2010.

Figure 5.1 [9] shows a XACML architecture diagram and a SOAP request received and intercepted by the PEP (Policy Enforcement Point). Allow/deny decision includes collaboration of other XACML entities. Response of web service depends on results of XACML policy effect.

In step 1, the PEP intercepts information from incoming SOAP request. In step 2, the PEP constructs SAML authorization decision query. Results of the query determine if the request has granted access to the web service. An authorization decision query includes details of the requested resource. It is sent to the PDP (Policy Decision Point) with details of the requestor identity. This identity information is taken from the web service request. The PDP receives all information it needs to make a decision. The PDP evaluates rule and returns SAML authorization decision assertion if access is granted. The PEP can be a web service that receives request for the resources and connects to the PDP to query authorization decision for resources.

In steps 3 and 5, PDP retrieves policy from the PRP (Policy Retrieval Point). Usually the PRP and the PDP are located on the same machine. The PDP can cache policy information.

If policy information for the resource is not available at the PRP, it can be retrieved from the policy store. The policy store should be able to import and export XACML. Administrator combines rules into policies using the PAP (Policy Administration Point).

In step 6, the PDP sends information request to the PIP (Policy Information Point). The PIP calculates the predicate of the rule and returns the attribute information as a SAML attribute assertion in step 7. Now the PDP has all the information it needs to make a decision. It evaluates the rule and in step 8 the PDP returns a SAML authorization decision assertion to the PEP. In
step 9, the SAML authorization assertion can be inserted into the SOAP message and forwarded to the target web service.

Figure 5.1 XACML architecture [9]
Policy is a very important aspect of XACML. Company can use single policy to provide access to different systems. XACML has *PolicyStatement* element to hold information about policy in XML format.

*Statement* element contains the following content: PolicyID, MetaPolicy, Effect, Target, Rules, Rule-combining algorithm, and Obligations. Each policy refers to one or more rules, linked together using a rule-combining algorithm.

Policy Decision Point uses target of policy statement to determine if policy is applicable for request. If target is already identified in rules, there is no need to include it in the policy statement.

```
<Policy PolicyId="1" RuleCombiningAlgId="deny-overrides">
  <Target>
    <Subjects> <AnySubject/> </Subjects>
    <Resources>
      <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal">
        <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">SampleServer</AttributeValue>
        <ResourceAttributeDesignator DataType="http://www.w3.org/2001/XMLSchema#string" AttributeId="urn:oasis:names:tc:xacml:1.0:resource:resource-id"/>
      </ResourceMatch>
    </Resources>
    <Actions> <AnyAction/> </Actions>
  </Target>
  <Rule RuleId="1" Effect="Permit">
    <Target>
      <Condition FunctionId="urn:oasis:names:tc:xacml:1.0:function:and">
        <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:time-greater-than-or-equal"
          FunctionId="urn:oasis:names:tc:xacml:1.0:function:time-one-and-only">
          <EnvironmentAttributeSelector DataType="http://www.w3.org/2001/XMLSchema#time" AttributeId="urn:oasis:names:tc:xacml:1.0:environment:current-time"/>
          <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#time">09:00:00</AttributeValue>
        </Apply>
      </Condition>
    </Target>
  </Rule>
</Policy>
```
Above is an example of XACML policy [12]. The Target of the example above says that the Policy only applies to requests for the server called "SampleServer". The Policy has a Rule with a Target that requires an action of "login" and a Condition that applies only if the Subject is trying to log in between 9:00 and 17:00.

The following rule grants read access to patient medical records of the site only if the requestor is the patient.

```xml
<Rule RuleId="RuleId1" Effect="Permit">
  <Target>
    <Actions MatchId="function:subset" DataType="xs:boolean">
      <Attribute DataType="xs:string">read</Attribute>
    </Actions>
  </Target>
  <Condition FunctionId="function:string-equal" DataType="xs:boolean">
    <AttributeDesignator Designator="SubjectId" DataType="xs:string"/>
    <AttributeDesignator Designator="patientName" DataType="xs:string"/>
  </Condition>
</Rule>
```

We see that it has a target, effect, and conditions, which is the definition of a rule in XACML. The effect of rule is “permit”, so the rule is granted, and access is permitted. The other type of effect would be “deny”.

XACML can use mathematic statements for rules processing. XACML includes definition of arithmetical operations (add, subtract, multiply, and divide) on integers, decimal numbers, dates, rounding, greater than/less than, and matching. It allows constructing complex rules.

Here is the example of “Deny” rule. The target of rule is administrator read/write access to patient records. Target includes subject’s role (administrator), resource, and action (read or write):

```xml
<Attribute DataType="xs:string">administrator</Attribute> <Subjects>
  <Resources MatchId="function:equal" DataTypes="xs:boolean">
    <AttributeDesignator Designator="/xacmlContext/Request/Resource/@ResourceURI" DataType="xs:anyURI"/>
    <Attribute DataType="xs:string">read write</Attribute>
  </Resources>
</Subjects>
```
Next I will define briefly four separate rules [17]. Appendix D contains full text of the rule examples.

Rule 1. A person can read any record for which he is the designated patient.

It is a simple rule with a single condition. The following fragments show XACML rule that expresses Rule 1.

```xml
<rule ruleId="1" effect="Permit">
  <resources>
    <saml:Attribute AttributeName="documentURI">
      <saml:AttributeValue>//medico.com/record.*</saml:AttributeValue>
    </saml:Attribute>
  </resources>
  <actions>
    <saml:Action>read</saml:Action>
  </actions>
</rule>
```

Rule 2. A person can read any record for which he is the designated parent or guardian, and if the patient is under 16 years old.

This rule uses mathematical function, minus function to calculate age. It also uses predicate expressions, with and and not elements.

```xml
<rule ruleId="2" effect="Permit">
  <condition>
    <and>
      <equal>
        <saml:AttributeDesignator AttributeName="requestor" />
        <saml:AttributeDesignator AttributeName="parentGuardianName" />
      </equal>
      <not>
        <greaterOrEqual>
          <saml:Attribute AttributeName="ageOfConsent"/>
          <saml:AttributeValue>16-0-0</saml:AttributeValue>
        </greaterOrEqual>
      </not>
    </and>
  </condition>
</rule>
```
Rule 3. A physician can write any medical element for which he is the designated primary care physician.

```xml
<subjects>
  <saml:Attribute AttributeName="role">
    <saml:AttributeValue>physician</saml:AttributeValue>
  </saml:Attribute>
</subjects>
<resources>
  <saml:Attribute AttributeName="documentURI"/>
</resources>
<actions>
  <saml:Action>write</saml:Action>
</actions>
```

Rule 4. An administrator is not permitted to read or write any medical element.

```xml
<rule ruleId="4" effect="Deny">
  <target>
    <subjects>
      <saml:Attribute AttributeName="role">
        <saml:AttributeValue>administrator</saml:AttributeValue>
      </saml:Attribute>
    </subjects>
    <actions>
      <saml:Action>read write</saml:Action>
    </actions>
  </target>
</rule>
```
Windows Identity Foundation (WIF) is a set of .NET Framework classes that uses the SAML and XACML concepts. It is a framework for implementing claim-based identity in our applications. When we build claim-aware applications, the user presents his identity to our application as a set of claims. One claim may be the user’s name; another may be his email address, age, membership in the Sales role, and so on. An external identity system is configured to give our application everything it needs to know about the user with each request he makes, along with cryptographic guaranty that the identity data we receive comes from a trusted source. Under this model, single sign-on is much easier to achieve, and our application is no longer responsible for authenticating users, storing user accounts and passwords, and calling to enterprise directories to look up user identity details. Our application makes identity-related decisions based on claims supplied by the user.

![User Presents Claims](image)

Any company that has more than one web application or web service can benefit by starting with a claims-based model for identity. One of the major benefits is to have application developers focus only on application business logic while the identity related requirements can be handled by external issuing authorities like Active Directory Federation Services ADFS 2.0.

In the claim-based identity model our application does not look up user attributes in a directory. Instead, the user delivers claims to our application, and we are going to examine them. Each claim is made by an issuer, and we’ll trust the claim only as much as we trust the issuer. The Claim class in WIF has an Issuer property that allows us to find out who issued the claim.

The user delivers a set of claims to our application. In a web service, these claims are carried in the security header of the SOAP envelope. In a browser-based web application, the claims arrive via an HTTP POST from the user’s browser, and may later be cached in a cookie if a session is acceptable. Regardless of how claims arrive, they must be serialized somehow, and this is where SAML tokens come in. A SAML token is a serialized set of claims that is digitally signed by the issuing authority. The signature is important because it gives us assurance that
the user did not just make up a bunch of claims and send them to us. One of the core features in WIF is the ability to create and read security tokens.

A security token service (STS) is the service that builds, signs, and issues security tokens according to the appropriate protocols. There is a lot of work that goes into implementing these protocols, but WIF does all of this for us.

![Diagram of active basic scenario with web services in WIF](image)

**Figure 6.2 Active Basic Scenario with Web Services in WIF [18]**

Here is an example of a claims-based system in action. Figure 6.2 shows a claim-aware web service (service provider) and a client that wants to use that service. The service provider exposes policy that describes its addresses, binding, and contracts. But the policy also includes a list of claims that the service provider needs, for example, user name, email address, and role membership. The policy also tells the client the address of the STS where it should retrieve these claims. After retrieving this policy (1), the client now knows where to go to authenticate: the STS. The client makes a web service request (2) to the STS, requesting the claims that the service provider asked for through its policy. The STS authenticates the user and returns a SAML token that gives the service provider all of the claims it needs. The client then makes its request to the service provider (3), sending the SAML token along in the security SOAP header. The service provider now receives claims with each request, and simply rejects any requests that do not include a SAML token from the STS that it trusts.
Policy is retrieved using HTTP GET and the policy itself is structured according to the WS-Policy specification. The STS exposes endpoints that implement the WS-Trust specification, which describes how to request and receive SAML tokens.

Browser-based applications can also participate in the world of claim-based identity. Figure 6.3 shows how this works. The user points his browser at a claim-aware web application (service provider). The web application redirects the browser to the STS so the user can be authenticated. The STS is wrapped by a simple web application that reads the incoming request, authenticates the user via standard HTTP mechanisms, and then creates a SAML token and emits a bit of JavaScript that causes the browser to initiate an HTTP POST that sends the SAML token back to the service provider. The SAML token in the POST body contains the claims that the service provider requested. It is common for the service provider to package the claims into a cookie so that the user does not have to be redirected for each request.

Figure 6.3 Passive Basic Scenario with a Web Browser [18]
The paper defines requirements for authorization of web services and investigates existing authorization solutions concerning these requirements. Web Service Authorization framework is based on existing authorization solutions and defined requirements. The paper describes concepts and design of proposed framework and overviews selected implementation aspects such as authorization data access and descriptive deployment.

Security model includes the following mechanisms to enforce security policy:

- **Authentication** that establishes identity of one party to another party.
- **Access Control** that determines if user is allowed to access object.
- **Auditing** that gathers data about activity in system and analyzes it to discover security violation.

The paper focuses on web service authorization. There are the following requirements of web service authorization:

- Independent from web service carrier protocol;
- Conforms to web service protocol;
- Service, not object authorization;
- Abstract solution deployable to various web service scenarios.

Administration of authorization data should be done in parallel to the use of web services. Authorization used for web services should be applicable to other similar web services. Thus, there are additional requirements:

- Fine grained authorization at parameter level;
- Efficient access to authorization data;
- Descriptive tailoring of authorization;
- Easy use and deployment;
- Applicable to existing web service frameworks;
- Multi user access to authorization data.

Authorization is giving the subject the right to access object. This decision is based on rules describing who is allowed to access object.
Figure 7.1 Levels of security mechanisms

Figure 7.1 from [1] shows that security consists of several levels. Low-level security addresses the secure transmission of data via an untrusted network, using communication security mechanisms (VPN, IPsec, SSL/TLS, S/MIME, firewalls) and cryptography (hashing, cryptography, digital signatures, certificates). High-level security protects the application itself by defining a security model. A security model includes the following mechanisms to provide required security policy: authentication, access control, and auditing. Authentication establishes the identity of the party. Access control determines whether a user is allowed to access an object or not. Auditing gathers data about the activity in the system and analyzes it to discover security violations.
Figure 7.2 User-service relations

Figure 7.2 from [1] shows how authorization rule connects subject and object. A service description consists of a component name that offers services, a service name and the names of the parameters of the service. This simple definition is sufficient for the definition of the service and matches an actual service call to the description in the rule base. The user has identification, roles, and user info. It is necessary to define connections between objects and subjects. The connections define who is allowed to use each service. An access control rule consists of a reference to a service definition, a reference to a user and additional rule information. Additionally for all parameters that should be used in access control, a value (or value range) is defined. Additionally the rule contains metadata for access control like a “valid until” date.

Access control rules include reference to service definition, reference to the user and additional information. ID of subject (user) defines connection from subject to the rule. For example, subject uses service to retrieve information about weather. This user is already registered at service provider for using this service. User pays only for European weather service, not worldwide. So, access control needs to check if user is allowed access to service and region.

When user sends service request, access control searches for user and his rights. First of all, user must exist in the rule base. If the user does not exist, authentication will not succeed, and system error occurs. First, authorization service searches for exact match of service request to service rights of user. When user is allowed to use service, access control checks if service is protected by parameter restrictions. If the user has rights to use service without restrictions, access control task is finished and access allowed. If the user has parameter restrictions, access
control compares parameter of service request with defined restrictions. If parameter check succeeds, service call is allowed. Figure 7.3 shows order of rules of secured application.

If there is no rule found for user, access control logic searches rule base for matches at component level. If no rule can be found for user that matches requested service at component level, access is not allowed. Granularity of rule defines which services are allowed to access and if it is restricted by parameter definitions. Usually, rules are defined at service level. Authorization rules at component level are high-level rules that allow a lot of rights to the user.
The paper introduces WSAF (Web Service Authorization Framework). The framework is based on Java Web Technology (Servlet). Web service is published using Apache Axis framework. The framework follows n-tier architecture (Figure 7.4). Framework data (service definition, user definition, access rules) is stored in database layer (relational database). The logic for interpretation of authorization rules is implemented in the logic layer. This logic decides if user is allowed to call service or not. Communication between authorization filter and authorization logic is not web service based.

Servlet filter implements authorization client. Servlet parses web service request and uses authorization components to decide if access is allowed or not allowed. If user is not authorized, request is rejected. If user is authorized, call is forwarded to web service. Information in SOAP request helps to make access control decision. SOAP request does not contain information about component, which there is a need to authorize.

We will consider the technologies that solve web service authorization problem.

XACML (Extensible Access Control Markup Language) is an OASIS standard that describes a policy language and provides access control decision service interface. Although XACML does
provide a standardized way to describe access policies and standardized interface to decision service, it does not fit the requirements for authorization that the authors define in the article. It is necessary to provide additional environment that supports transactional access from multiple users and provides efficient access to the rule data. The important feature of XACML is the possibility to distribute the access control decision services. The definition of the access control decision service as web service leads to the question how to secure his service. XACML tries to provide a general solution to web service access control, and it leads to complex solution.

Java provides different libraries addressing security issues. Java has support for server applications by the Java Enterprise Edition (J2EE). J2EE security does not provide appropriate mechanisms to define fine granular access control. For example, J2EE only allows the assignment of access rules to a role on method level. Thus access restrictions of a single user at parameter level cannot be defined with J2EE security mechanisms. The authorization itself must be done programmatically, so the code must be changed every time the security policy changes. It has negative impact on reusability.

Microsoft’s .NET platform provides a wide variety of security features, which enable the implementation and integration of high-level security models into applications. Unfortunately, .NET framework does not provide declarative security, which means that security must be addressed directly in the code by providing appropriate statements. The .NET uses a role-based access control model, allowing to state that specific code pieces can only be executed by specific roles. Nevertheless, this model can be extended to provide a finer granularity in access control. It requires some additional efforts from the programmer.

Many technologies are available for security of distributed applications. The paper presents simple solution for web service authorization. The framework does not address all existing web service scenarios, but the most common. The paper introduces implementation of web service authorization framework and describes experiences with implementation.

WSAF has many benefits. It is independent from web service carrier protocol, but it is easy to provide additional authorization clients for other protocols. WSAF uses abstract service and user definition, so it is applicable to other web service scenarios. The framework data (service definition, user definition, access rules) is stored in relational database. WSAF bases on proved database technology, it allows efficient data access and ensures transactional security. WSAF is applicable to existing web service frameworks.
The paper proposes complex trust management approach for web services. This approach covers analysis and modeling of trust relationships and development of trust management layer. The article introduces separated trust management layer for web services that holds computing components for trust management tasks.

The paper provides high level overview about taxonomy framework of trust. Taxonomy framework of trust provides technologies and enables tools for analysis and modeling of trust relationships in distributed information systems. Taxonomy framework of trust is based on formal definition of trust relationships.

The authors consider some generic requirements for trust relationships with web services. There are some specific trust relationships that are related to access control of web services or web service methods. The web services or methods are the resources to be protected. There are the following problems in the access control for web services. Firstly, the trustor set is normally modeled as a set of web services or a set of web service methods. Secondly, the trustee set includes the entities that request the web services or web service methods in the trustor set. Thirdly, the condition set may require the trust mechanisms such as credentials, reputation, data storage, and environment parameters. Fourthly, the property set may include the basic operations on web services or web services methods such as (a) execute: access and execute the web services or web service methods; (b) update: update web services or web service methods; (c) find: provide search capabilities for properties and metadata associated with web services or web service methods.

Security tokens in SOAP messages defined in WS-Trust provide evidences for some conditions in the condition set. WS-Trust is a standard trust mechanism at messaging level.
The architecture contains the following components:

- *TrustDatabase* that provides permanent storage mechanism for storing and retrieving trust related information including trust relationships and trust parameters for web services.
- *TrustManager* that manages trust management layer for web services.
- *LocatingTrust* that is a package for finding trust relationship and associated processing information based on request.
- *TrustContext* that contains computing components for management and processing of contextual information related to trust management of web services.
- *EvaluatingTrust* that contains computing components required for evaluation of trust relationships.
- *ConsumingTrust* that contains computing components for control and management of trust consuming.
The package TrustContext has the following components:

- *TrustContext Controller* that is a manager that assigns tasks to “WS-Trust Message Handler” and “Context Information Handler”.
- *WS-Trust Message Handler* that adapts incoming WS-Trust SOAP messages and generates outgoing WS-Trust SOAP messages.
- *Context Information Handler* that takes care of management of trust-relevant contextual information for trust evaluation and trust consuming.

The EvaluatingTrust has the following components:

- *Trust Evaluation Controller* that is the computing component that assigns evaluation tasks to other functional components in the package.
- *Credential Evaluation*.
- *Reputation Evaluation*.
- *Stored Data Evaluation*.
- *Environment Evaluation*.

These components should be the implementation of corresponding generic components of general trust management architecture for distributed information systems.

The ConsumingTrust has the following components:

- *Consuming Controller*, which is the manager of trust consuming.
- *Direct Trust Consuming Controller*.
- *Credential Generator Consuming*.
- *Data Storage Consuming*.
- *System Consuming*.

These components are the implementation of corresponding generic components of general trust management architecture for distributed information systems. For “Direct Trust Consuming Controller” and “Credential Generator Consuming”, it is possible to require “WS-Trust Message Handler” and “Context Information Handler” for cooperation in producing/delivering messages to the involved parties.

The handling of WS-Trust SOAP messages that include security tokens and other trust-relevant information is a specific task in web services paradigm. “WS-Trust Message Handler” is the component that adapts the incoming WS-Trust SOAP messages and generates the outgoing WS-Trust SOAP messages.

Web services coordination layer is on the top of the trust management layer. The trust management layer serves WS-Coordination and WS-Transaction layers.
The paper proposes trust management architecture for web services for creating trust management layer. This trust management architecture deals with trust relationships, trust evaluations and trust consumption in web services.

The proposed architecture provides high level design. It can be used for development of trust management layer for web services, including specification of requirements, design, deployment, and maintenance. Trust management layer for web services provides facilities for all trust management tasks related to trust relationships.

The paper presents complex trust management approach for web services that deals with analysis and modeling of trust relationships and development of trust management layer. It provides starting point and useful tools for development of trust management solution. The trust management layer extends WS-Trust and covers existing trust mechanisms including credentials, reputation, data storage, and environment parameters.
The paper describes OSG and EGEE security models. OSG (Open Science Grid) and EGEE (Enabling Grids for E-sciencE) are projects that promote science via use of distributing Grid computing. These projects are independent and operate within hardware resources in different countries. Both Grids extended infrastructures to include role-based access to resources based on VO (Virtual Organization) membership of the user.

Paper summarizes principal elements of common Authorization Interoperability profile. Authorization Interoperability activity was formed in 2006. Collaboration defined common protocol for use by OSG/EGEE and identity attribute profile for authorization to policy decision services.

VOs (Virtual Organizations) are resources that are available on Grid for user communities. Access to resources is granted to users on basis of their membership in VOs. Group members have special roles for their group. Virtual Organization Management (VOMS) manages and publishes this structure and relative membership of each member.

Each Grid organization makes available to its member sites lists of member VOs and VO preferred resource access policies. Users interact with resource gateways on behalf of VOs and VO groups with certain group role. Every user is responsible for including information with his credentials.

Authorization Interoperability activity is focused on standardizing protocol for PEP to PDP communication. Authorization is based on user X509 identity attributes and VO membership attributes.

SAML profile of XACML transfers detailed request-reply message information about subject, resource and action from PEP (service gateway) to PDP (centralized authorization service) and transfers back authorization decision. Request is a message that is sent from PEP to PDP. Response is a message going from PDP to PEP. PEP sends XACML request with authorization query to PDP. Query contains user or service allowed to execute “action” on “resource” controlled by PEP. After processing XACML request of PEP for access authorization, PDP returns XACML response to PEP.
Request contains four attribute sections or contexts:

- **Subject.** Subject declares entity for which authorization decision is requested. The attributes in Subject help to make authorization decision.
- **Resource.** The attributes in Resource context describe resource targeted for authorization request.
- **Action.** The attributes in Action context describe action that subject wants to perform on specified resource.
- **Environment.** The attributes in Environment context transfer additional parameters in authorization request of subject to perform action on specified resource.

Authorization Decision Statement is the main element of XACML response that contains actual decision. It can be “Permit”, “Deny”, “Indeterminate”, or “Not Applicable”. PDP can return “Permit” with conditions under which access will be granted.

Authorization Interoperability activity is a set of libraries that implement Authorization Interoperability protocol. These libraries are used for implementations of PEPs and PDPs in OSG and EGEE. Authorization query is SAML/XACML messages that are sent as SOAP messages over TLS transportation layer. This protocol is implemented as web service interface.

The main goal of Authorization Interoperability activity is to ensure interoperability between middleware and authorization infrastructures used in OSG and EGEE projects. Both Grids have a common security model, so users are pushed to resources identity and attributes assertions, based on X509 certificates and VOMS attribute certificates. Authorization interoperability is achieved by defining common authorization decision query protocol with associated profile.

The main contribution of this paper is in presenting a summary of the agreed-upon protocol, profile and the software components involved. The authors use only standard authorization query interface as specified by the SAML-XACML profile, and don’t mandate any use of XACML-compliant policy evaluators at the PDPs. Despite the commonality of the security model, the Authorization Interoperability activity is a fundamental step to allow the deployment of resource gateway implementations on OSG or EGEE, without the need for Grid-specific authorization plug-ins. The common protocol allows Grid developer groups associated with OSG or EGEE to reuse a common implementation of the security call-out libraries, thus reducing maintenance and eliminating duplication of work. The definition of the Authorization Interoperability protocol is a significant step forward for OSG and EGEE, as it enables better interoperability of services as well as providing software reuse opportunities across the projects. The results of authors’ activity are generally available via the Internet2 and Globus open source projects.
The article introduces basic concepts for securing web services and proposes certain system architecture. XML based web services are used in hospital information systems and medical aid systems. The article describes automation of access control for each participant in medical aid system. The paper provides security for cooperative business processes using web services in the open environment.

WS-Policy (web services policy) is an extension of WS-Security specification. WS-Policy describes how sender and receiver specify their requirements and abilities. WS-Policy provides mechanisms that help web service application to specify policy information. WS-Policy specification defines the following:

- XML Infoset (policy expression) that contains domain-specific web service policy information.
- Set of constructs to indicate how choices and combination of domain-specific policy assertions apply in web services environment.

The architecture for enforcing access control policies is shown in Figure 7.7.

The architecture contains the following main components:
• Web service. Web service enables each participant to provide access to his internal functionality and data to other participants.

• PDP (Policy decision point). PDP receives caller’s identity, attributes and web service call details from PEP. Then PDP evaluates stored policies and returns grant or deny decision to PEP.

• PEP (Policy enforcement point). PEP passes requests to access protected resources to PDP. PDP consults relevant access control policy and returns decision to PEP. PEP uses this decision; it allows traffic to pass through PEP or stops traffic at that point.

• PAP (Policy administration point). PAP is a policy repository that allows inserting, updating and deleting policies. It prevents inserting invalid policies and executing updates that generate invalid policies.

If PAP requires authentication of PEP module, PAP creates new PDP and at least a pair of PEP-PAP.

PDP-PEP-PAP architecture has several advantages:

• Passwords and policies don’t need to be stored on DMZ servers that are untrusted. DMZ is a network that exposes external service to untrusted network (internet).

• Policy changes made at PAP are immediately used by PEP.

The main contribution of this paper is in introducing the basic concepts for securing web services and proposing the system architecture for medical web services. The paper presents a using of web services in hospital information systems and medical aid systems. The authors show us the importance of access control for each participant in the medical aid systems, such that a sending participant can verify whether a requesting participant has the privilege to use a web service. The paper describes the architecture for enforcing access control policies. One of the most important features of this architecture is that it can prevent from inserting invalid policies and from executing update operations that generate invalid policies. The paper introduces medical services domain and defines requirements for access control of designing medical web services.
This section contains a brief review of some additional relevant papers.

The article proposes logic based approach using specifying authorization policies in web services composition. The paper presents how to specify authorization policies using EC (event calculus logic). Authorization policies should be defined in flexible language to allow specification of conditions that will include multiple triggering events. EC language is good for it. The authors adapt simple classical logic form of EC. EC language consists of set of time-points, set of time-varying properties, and set of event types or actions.

The paper presents a new framework for managing authorization policies for web services compositions. It describes use of EC logic for developing language that supports specification and analysis of authorization policies for web service composition. The paper shows two scenarios for enforcement model. The described formal policy model considers that web service is both object and subject. The authors use functions as parameters in basic predicate symbols of EC. They define these functions as events that can occur during composition execution. The framework supports compositions of web services that are compatible with authorization requirements.

The article proposes framework for decentralized execution of composite web services that can ensure correctness and security of execution. BPEL (Business Process Execution Language) is OASIS standard executable language for specifying actions within business processes with web services. Paper describes four main phases of secure execution order: offer phase, location phase, container generation phase, and execution phase.
The framework relies on data structure, called *container*. Container stores information about web service composition that needs to be executed, and user credentials. Container is passed among participating web services.

The paper presents decentralized mechanism and framework that ensures secure execution of composite web services. Proposed framework delegates execution to participating web services as much as possible. At the same time framework ensures correctness of control flow and main security requirements. The main benefit of proposed solution is that this solution does not need a dedicated web service for WS-BPEL, but at the same time provides security requirements for composition execution.

The article summarizes recent developments and discussions in networking security community to build scalable authorization infrastructure for distributed applications. The paper analyses basic use cases for obligations in computer Grids and on-demand network resource provisioning. Paper refers to implementations of policy obligations interoperability and handling framework. The paper provides short overview of policy obligations definition in XACML. It summarizes common requirements to AuthZ service infrastructure to support multidomain CRP.

The paper introduces OHRM (Obligation Handling Reference Model), that extends XACML and generic authorization models to support obligations handling in distributed AuthZ infrastructure. OHRM extends XACML and generic authorization models to support obligations handling in the distributed AuthZ infrastructure. Obligations are included into the policy definition and returned by PDP to PEP which in its turn should take actions as prescribed in the obligation instructions or statements.

The paper provides implementation suggestions for OHRM as component of AuthZ infrastructure in Grid based applications.

The paper provides basis for interoperability and further discussion on general obligations definition and handling framework. It fills the gap between general concept and many implementation details that play important role in building AuthZ (authorization) infrastructure solutions.
The Web Ontology Language (OWL) is a family of knowledge representation languages or ontology languages for authoring ontologies or knowledge bases. The languages are characterized by formal semantics and XML-based serializations. OWL is endorsed by the World Wide Web Consortium (W3C) and has attracted academic, medical and commercial interest.

OWL-S is an ontology built on top of OWL, for describing web services. OWL-S describes web services with the help of three methods: a profile that provides a general description of the web service, a process model that describes how the web service performs its tasks, and the grounding that specifies how the atomic processes in the process model map onto WSDL (Web Services Description Language) representations.

The article proposes security markup of service parameters in OWL-S. It provides security and policy annotations for OWL-S service descriptions and enforcements. The paper extends OWL-S Matchmaker for policy matching and OWL-S Virtual Machine with policy enforcement and security mechanisms. The paper addresses two types of policies: privacy and authorization.

The paper uses Rei, language for policy specification. It’s a Prolog-like language. Rei provides metapolicy prioritization mechanism to resolve policy conflicts. For example, Rei allows defining authorization policy such as “Permit everyone access service who is in the same group as provider of this service.”

The paper extends OWL-S VM (Virtual Machine) to enforce authorization and privacy policies. The authors implement required security transformation on input/output parameters in OWL-S VM. They use SOAP security annotations to implement message encryption or signing.

The additional references contain technical information which was used by us and is not further discussed here.
SAML tokens are standards-based XML tokens that are used to exchange security information, including attribute statements, authentication decision statements, and authorization decision statements. SAML tokens are also extendible; we can extend the schema of the token to meet additional requirements. SAML tokens are important for web service security because they provide cross-platform interoperability and a means of exchanging security information between clients and services that don’t reside within a single security document. SAML tokens are XML representations of claims. SAML tokens carry statements that are sets of claims made by one entity about another entity. Claims can be anything you can imagine, but there are some very common claims offered by most issuers. They are simple, commonly available pieces of information, such as first name, last name, email, groups, roles, and so on. Each issuer can be configured to offer different claims.

For example, in federated security scenarios, the statements are made by a security token service about certain user in the system. The security token service signs the SAML token to indicate the reliability of the statements contained in the token. Moreover, the SAML token is associated with cryptographic key material that the user of the SAML token proves knowledge of. This proof satisfies the service provider that the SAML token was issued to that user.

Below is the typical scenario [16]:

1. A client requests a SAML token from a security token service, authenticating to that security token service by using Windows credentials.
2. The security token service sends a SAML token to the client. The SAML token is signed with a certificate associated with the security token service and contains a proof key encrypted for the target service.
3. The client also receives a copy of the proof key. Then the client presents the SAML token to the service provider and signs the message with that proof key.
4. The signature over the SAML token tells the service provider that the security token service issued the token. The message signature created with the proof key tells the application service that the token was sent to the client.

The main downside of using SAML tokens with WS-Trust infrastructure is that this step forces to go in the opposite direction of embracing a technology such as HTTP, which finds passport in all platforms. SAML is a standard and so is WS-Trust, which is the typical protocol, used for requesting SAML tokens. Forcing clients to talk to WS-Trust endpoints to get a SAML token reduces the reach of the web API. A client that does not have the ability to talk WS-Trust protocol will not be able to use that web API. Reusing the existing WS-Trust endpoint is a main motivation for using SAML tokens. Also, SAML is XML; hence SAML tokens tend to get heavier.
The main advantage of using SAML token to secure ASP.NET Web API is that it provides opportunity to reuse existing token issuance infrastructure. ASP.NET Web API is a framework that makes it easy to build HTTP services that reach a broad range of clients, including browsers and mobile devices. With Web API content negotiation, we can return data based on the client requests. What I mean is, if the client is requesting the data to be returned as JSON or XML, the Web API framework deals with the request type and returns the data appropriately based on the media type. By default, Web API provides JSON and XML based responses.

SAML tokens play a major role in identity management as they are the device of choice for authenticating and authorizing a user’s identity or “digital identity”. A Security Token Service (STS) is a web service that issues security tokens. The concept of STS is defined in a web service specification called WS-Trust, which specifies how a security token must be requested and issued. A SAML assertion in WS-Trust is a kind of security token. Windows Identity Foundation (WIF), a framework from Microsoft presents a nice API surface to build an STS.

WIF is Microsoft software framework for building identity-aware applications. It provides APIs for building ASP.NET and WCF based security token services as well as tools for building claim-aware and federation capable applications. WIF classes support getting SAML token through WS-Trust, parsing and validating SAML tokens, all out of the box. WIF classes have been absorbed into the core namespaces. WIF is the part of Microsoft .NET Framework 4.5.1.

The solution uses brokered authentication with a SAML token issued by a Security Token Service (STS). The STS is trusted by both the client and the web service (service provider) to provide interoperable SAML tokens.

The client sends an authentication request, with accompanying credentials, to the STS. The STS verifies the credentials presented by the client, and then in response, it issues a SAML token that provides proof that the client authenticated with the STS. The client presents the SAML token to the service provider, which proves that the client has successfully authenticated with the STS.

The protocol used for issuing SAML tokens is based on WS-Trust. WS-Trust is a web service specification that builds on WS-Security. It describes a protocol used for issuance, exchange, and validation of security tokens. In WS-Trust, the type of message sent to an STS to request issuance of a security token is known as a Request Security Token (RST) message. The RST message contains credentials for the client to be authenticated, such as the user ID and password contained in a UsernameToken. The response message from the STS is known as a Request Security Token Response (RSTR) message. The RSTR contains a SAML token.

The solution includes the following applications:

1. Client. Client Web Application SamlWebClient accesses the web service. The client provides the credentials for authentication during the request to the web service.
client web application that makes RST request to STS and gets SAML token from RSTR response. I put SAML token as base64-encoded string in Authorization request header, using custom scheme “Saml”. I use proof key to sign SAML token and send signature separately in another header \texttt{X-ProofSignature}. After that, \texttt{SamlWebClient} calls \texttt{SamlWebApi} application. I use HttpClient to make HTTP GET to ASP.NET Web Api application \texttt{SamlWebApi}.

2. STS. The application \texttt{SamlSts} is the web service that authenticates clients by validating credentials that are provided by a client. The STS issues to a client a SAML token for a successfully authenticated client. \texttt{SamlSts} is a custom STS application with WS-Trust endpoint that creates SAML tokens. I get SAML token from STS and use it from ASP.NET Web API application.

3. Service provider. ASP.NET Web API application \texttt{SamlWebApi} is the web service that requires authentication of a client prior to authorizing the client. I use message handler to read, validate token, extract claims and use the same message handler to build principal. If there is no authorization header or the scheme does not match name “Saml”, I don’t send unauthorized response. I specify X.509 certificate used by STS as encrypting credentials, so token handler can decrypt it correctly. I use certificate CN=PR. On computer running STS, this certificate contains only the public key. On computer running Web API, there is a certificate with the private key. To check token ownership using proof key, I compute HMAX-SHA256 and compare HMAC computed with HMAX that client sends. If they match, the client is the owner of the token.

For development I used .NET Framework 4.5.1 in Visual Studio 2013.

As illustrated in Figure 8.1, the following steps describe STS token issuance and request/response process:

1. The web client initializes and sends authentication request to the STS. The authentication request to the STS is in form of an RST message. The RST message contains a SAML token that holds the client credentials, which are required to authenticate the client. Claims in the client’s credentials, such a password, may be sensitive in nature, so it’s very important to secure the RST. The client and STS use X.509 certificates to sign and encrypt messages sent between them.

2. The STS validates the client’s credentials. After the STS determines that the client’s credentials are valid, it may also decide whether to issue a SAML token to the authenticated client.

3. The STS issues a security token to the client. If the client’s credentials are successfully validated, the STS issues a SAML token in an RSTR message to the client. The SAML token contains claims related to the client. The security token is signed by the STS; the service can confirm that the token was issued by the STS and that the SAML token was not tampered with after it was issued.
4. The client initializes and sends a request message to the service provider. A request message includes the issued token.

5. The service provider validates the SAML token and processes the request. The SAML token is validated by the service provider to verify that the token was issued by the trusted STS and that the token was not tampered with after it was issued. After the token is validated by the service, it is used to establish security context for the client, so the service can make authorization decisions or audit activity.

6. The service provider initializes and sends a response message to the client. The response message contains certain flights information.

Figure 8.1 Using SAML token with ASP.NET Web API [16]
Figure 8.1 shows overall setup. STS exposes WS-Trust endpoint that creates token in RSTR (request for security token response) response for incoming RST (request for security token) request. STS supports WS-Federation for passive clients and WS-Trust directly for active clients.

The user enters his name and password on the page “Logon.aspx” (Figure 8.2). The Web client sends the request to the STS. The STS determines that the client’s credentials are valid, and sends the SAML token to the web client (Figure 8.3). The web client caches the SAML in a cookie and sends a request message to the service provider; a request message includes the SAML token (Figure 8.4). The service provider validates the SAML token and processes the request. Figure 8.5 shows final data received from the service provider.
Token received.

Encrypted SAML Data:

```xml
<xenc:EncryptedData Type="http://www.w3.org/2001/04/xmlenc#Element"
xmlns:xenc="http://www.w3.org/2001/04/xmlenc#"><xenc:EncryptionMethod
Algorithm="http://www.w3.org/2001/04/xmlenc#aes256-cbc"/>
<KeyInfo
xmlns="http://www.w3.org/2000/09/xmldsig#"><e:EncryptedKey
xmlns:e="http://www.w3.org/2001/04/xmlenc#"><e:EncryptionMethod
Algorithm="http://www.w3.org/2001/04/xmlenc#rsa-oaep-mgf1p"><DigestMethod
Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/></e:EncryptionMethod>
<KeyInfo><o:SecurityTokenReference xmlns:o="http://docs.oasis-open.org/wss/2004/01/oasis-200401-wss-wssecurity-
security-1.0.xsd"><x509:Data><x509:Issuer/Snab><x509:IssuerName>CN=Rnot</x509:IssuerName></x509:Issuer/Snab></x509:Data></o:SecurityTokenReference>
</KeyInfo></e:EncryptedKey></xenc:EncryptionMethod></xenc:EncryptedData>
```

Figure 8.3. Token received

Data received.

Figure 8.4. Data received
In order to create certificates, I run the following script in Developer Command Prompt for Visual Studio 2013 (users of Windows 7 need to run it under Administrator permissions):

```
makecert.exe -sr LocalMachine -ss My -a sha1 -n CN=MySTS -sky exchange -pe
```

```
makecert.exe -sr LocalMachine -ss My -a sha1 -n CN=RP -sky exchange -pe
```

After running, we see “Succeeded” message.

Appendix E contains class diagrams of the applications. Appendix F contains encrypted SAML data.
SAML can be extremely powerful. It has rich benefits. Companies can easily share identity information, and security is improved by eliminating shared accounts. Companies must have documentation available to exchange when setting up SAML associates. Each SAML use case can be customized according to individual business needs.

SAML solves the problem of secure interoperability of web services. Service providers can use different security protocols.

Using SAML metadata is very helpful because it eliminates typos and errors when setting up partner entity. Metadata can help identity provider to understand what exactly service provider needs in SAML assertion.

SAML helps to solve the following security problems:

- Interoperability, the ability to communicate between security systems within different tiers.
- Privacy, the ability to protect users’ identity and personal data (for example, credit card numbers) from disclosure.
- Federation, the ability of different companies to exchange requests and data with each other.
- SSO, the ability to log in once and use this login to access applications.

We need open standards like SAML, because the model must be publicly available and must be analyzed very well. When full model is available to all, many people are trying to find security holes, so all security problems have to be solved.
The paper overviews web services and technologies behind them, and web service security. The paper focuses on web service authorization using SAML and XACML. It defines requirements for authorization of web services and investigates existing authorization solutions.

The paper shows the importance of web service authorization. It provides a solution for authentication and authorization issues. The paper discusses SAML, which defines syntax and semantics for security message exchanges. It then introduces XACML, which describes how to evaluate authorization requests according to policy rules.

The paper reviews several academic articles about web service security. The articles show simple and complex solutions for web service authorization. The papers introduce the basic concepts for securing web services and propose the system architectures for web services. The articles show the importance of authorization policies in web service composition. The papers show concepts and design of the frameworks and introduce selected implementation aspects.

The last part of the paper presents an application using the Microsoft framework WIF (Windows Identity Foundation). WIF is a framework for implementing claim-based scenario with web browsers. After presenting the high level overview of WIF, the paper presents a solution that uses SAML tokens. The solution was implemented using ASP.NET Web API technology and sample GUI is presented to demonstrate it.


**ACL**

ACL (Access Control List) is part of operating system that determines who can access, what and with which privileges.

There are two types of ACL: DACL (Discretionary Access Control List) that determines access rights to shared objects, and SACL (System Access Control List) that determines audit policy for secured resources.

ACL can secure the following resources: files and directories, shares, registry keys, job objects, printers, Active Directory objects.

**Active Directory**

Active Directory is directory service that stores information about resources on network and exposes this information to users and administrators. Active Directory gives users access to permitted resources on network using single logon.

**HTTPS**

Combination of HTTP and SSL/TLS that provides encrypted communication between browser and web server.

**IIS**

IIS (Internet Information Server) is a web server application and set of feature extension modules created by Microsoft to use with Microsoft Windows.

IIS supports HTTP, HTTPS, FTP, FTPS, and NNTP.

**OASIS**

Organization for the Advancement of Structured Information Standards.
**PDP, PEP, PRP, PAP, PIP**

All policies stored at PDP (Policy Decision Point). When PEP (Policy Enforcement Point) needs to make a decision, it sends relevant information to PDP. PDP analyzes this information, makes decision and passes it to PEP. Then PEP performs this decision. PRP is Policy Retrieval Point. PAP is Policy Administration Point. PIP is Policy Information Point.

**SAML**

The SAML (Security Assertion Markup Language) is XML framework for exchanging authentication and authorization information. The information is expressed in the form of assertions about subjects. Subject is an entity that has identity within security domain. It can be people or computer processes. The protocol defines how client can request assertions from authorities. Server listens for incoming SOAP calls, decodes XML business logic, and applies it to relevant application. Client sends SAML requests to authority. Authority sends SAML assertion responses. Applications can use request/response protocol.

**SOAP**

SOAP (Simple Object Access Protocol) transports XML from one computer to another via standard transport protocols. HTTP is the most common transport protocol. SOAP itself is defined using XML. SOAP needs to be secured.

**SP**

Service Provider.

**SSO**

SSO (single sign-on) allows user log in once and gain access to all systems without logging in again into each of the systems.

**STS**

Security Token Service
**UDDI**

UDDI (Universal Description, Discovery, and Integration) is a repository with the location of web service and WSDL that describes it. Client sends correctly formatted SOAP document to web service, and web service returns another SOAP document containing response. The response is XML document that contains required data. If we need to change technology, we don’t need to change web service itself. We just need to develop new agent that implements the same service. So clients do not need to know if something changed.

**W3C**

W3C is World Wide Web Consortium, main international standards organization for WWW (World Wide Web).

**WS-Policy**

WS-Policy (Web Services Policy Framework) provides model and syntax to describe and communicate policies of web service. WS-Policy defines policy in terms of assertions. Policy can be a single assertion or collection of assertions.

**WS-Security**

WS-Security (Web Services Security) defines enhancements to SOAP specification. It provides quality of protection through message integrity, confidentiality, and authentication. WS-Security provides mechanism for associating security tokens with SOAP messages. The base methods it supports are X.509 and Kerberos.

**WIF**

WIF (Windows Identity Foundation) is Microsoft software framework for building identity-aware applications.
WSDL

Web service exposes interface, described by WSDL document. WSDL (Web Services Description Language) is a language that defines interfaces and returned data types to and from web service. WSDL defines set of operations that web service provides and structure of SOAP messages.

XML

XML is structured self-describing way to represent data. This data is independent of application, protocol, operating system, and programming language. XML allows sharing data among different applications, so they can easily talk to one another.

XML Encryption

XML Encryption is a process for encrypting and decrypting of digital content, including entire XML documents or their parts. XML-based syntax represents encrypted content and information that enables to decrypt it. XML Encryption allows encryption of digital content (for example, images) or XML fragments. The disadvantage of encrypting entire document is that you cannot search non-sensitive information.

XML Schema


XML Signature

XML Signature is foundational technology for standard WS-Security and for web services security in general. Digital signature provides mechanism for message integrity. The purpose of XML Signature specification is to have XML-compliant syntax to represent signature of XML documents. XML Signature is based upon public key cryptography. Each participant has public key and private key. He makes his public key available to the public and keeps his private key secret. It is impossible to guess private key of participant via his public key.
XPath

Xpath (XML Path Language) is a query language for selecting parts of XML document. The version 2.0 is the current version of XPath defined by W3C. XML is a tree of nodes. XPath allows selecting nodes by navigation path in the document tree.

XPath 2.0 is sublanguage of XSLT 2.0 and subset of XQuery 1.0. All three languages have the same data model, type system and functions library.
Assertions

```xml
<choice>
  <sequence>

  </sequence>
</choice>
</complexType>
```

The top-level statement portion of assertion is abstract element. Valid assertion must contain one of three possible statements defined by SAML – authentication, authorization, or attribute.

Authentication statement

```xml
<complexType name="AuthenticationStatementType">
  <complexContent>
    <extension base="saml:SubjectStatementAbstractType">
      <sequence>
        <element ref="saml:SubjectLocality" minOccurs="0"/>
        <element ref="saml:AuthorityBinding" minOccurs="0" maxOccurs="unbounded"/>
      </sequence>
      <attribute name="AuthenticationMethod" type="anyURI" use="required"/>
      <attribute name="AuthenticationInstant" type="dateTime" use="required"/>
    </extension>
  </complexContent>
</complexType>
```
Attribute statement

<complexType name="AttributeStatementType">
    <complexContent>
        <extension base="saml:SubjectStatementAbstractType">
            <sequence>
                <element ref="saml:Attribute" maxOccurs="unbounded"/>
            </sequence>
        </extension>
    </complexContent>
</complexType>

<complexType name="AttributeType">
    <complexContent>
        <extension base="saml:AttributeDesignatorType">
            <sequence>
                <element ref="saml:AttributeValue" maxOccurs="unbounded"/>
            </sequence>
        </extension>
    </complexContent>
</complexType>

<complexType name="AttributeDesignatorType">
    <attribute name="AttributeName" type="string" use="required"/>
    <attribute name="AttributeNamespace" type="anyURI" use="required"/>
</complexType>

Authorization statement

<complexType name="AuthorizationDecisionStatementType">
    <complexContent>
        <extension base="saml:SubjectStatementAbstractType">
            <sequence>
                <element ref="saml:Action" maxOccurs="unbounded"/>
                <element ref="saml:Evidence" minOccurs="0"/>
            </sequence>
            <attribute name="Resource" type="anyURI" use="required"/>
            <attribute name="Decision" type="saml:DecisionType" use="required"/>
        </extension>
    </complexContent>
</complexType>
Assertion

<saml:AttributeStatement>
  <saml:Subject>
    <saml:NameIdentifier
      NameQualifier="www.test.com" Format="urn:oasis:names:tc:SAML:1.0:assertion#WindowsDomainQualifiedName">testuser</saml:NameIdentifier>
  </saml:Subject>
  <saml:Attribute AttributeName="role" AttributeNamespace="http://www.test.com/t">
    <saml:AttributeValue>
      Administrator
    </saml:AttributeValue>
  </saml:Attribute>
</saml:AttributeStatement>

SAML Request

<complexType name="RequestType">
  <complexContent>
    <extension base="samlp:RequestAbstractType">
      <choice>
        <element ref="samlp:Query"/>
        <element ref="samlp:SubjectQuery"/>
        <element ref="samlp:AuthenticationQuery"/>
        <element ref="samlp:AttributeQuery"/>
        <element ref="saml:AssertionIDReference" maxOccurs="unbounded"/>
        <element ref="samlp:AssertionArtifact" maxOccurs="unbounded"/>
      </choice>
    </extension>
  </complexContent>
</complexType>

Attribute Query

<complexType name="AttributeQueryType">
  <complexContent>
    <extension base="samlp:SubjectQueryAbstractType">
      <sequence>
        <element ref="saml:AttributeDesignator" minOccurs="0" maxOccurs="unbounded"/>
      </sequence>
      <attribute name="Resource" type="URI reference" use="optional"/>
    </extension>
  </complexContent>
</complexType>
Authorization Query

<complexType name="AuthorizationDecisionQueryType">
  <complexContent>
    <complexType>
      <sequence>
        <element ref="saml:Action" maxOccurs="unbounded"/>
        <element ref="saml:Evidence" minOccurs="0" maxOccurs="1"/>
      </sequence>
      <attribute name="Resource" type="anyURI" use="required"/>
    </complexContent>
  </complexType>
</complexType>

SAML Request:

<samlp:AuthnRequest
  xmlns:samlp="urn:oasis:names:tc:SAML:2.0:protocol"
  xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
  ID="identifier_1"
  Version="2.0"
  IssueInstant="2014-12-05T09:00:00Z"
  AssertionConsumerServiceIndex="1">
  <samlp:NameIDPolicy AllowCreate="true"
    Format="urn:oasis:names:tc:SAML:2.0:nameid-format:transient"/>
</samlp:AuthnRequest>
SAML Response:
<samlp:Response
xmlns:samlp="urn:oasis:names:tc:SAML:2.0:protocol"
xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
ID="identifier_2"
InResponseTo="identifier_1"
Version="2.0"
IssueInstant="2014-12-05T09:00:01Z"
Destination="https://cars.com/SAML2/SSO/POST">
  <samlp:Status>
    <samlp:StatusCode
      Value="urn:oasis:names:tc:SAML:2.0:status:Success"/>
  </samlp:Status>
  <saml:Assertion
xmlns:saml="urn:oasis:names:tc:SAML:2.0:assertion"
ID="identifier_3"
Version="2.0"
IssueInstant="2014-12-05T09:00:05Z">
    <ds:Signature
xmlns:ds="http://www.w3.org/2000/09/xmldsig#">...
    </ds:Signature>
    <saml:Subject>
      <saml:SubjectConfirmation
        Method="urn:oasis:names:tc:SAML:2.0:cm:bearer">
        <saml:SubjectConfirmationData
          InResponseTo="identifier_1"
          Recipient="https://cars.com/SAML2/SSO/POST"
          NotOnOrAfter="2004-12-05T09:27:05Z"/>
      </saml:SubjectConfirmation>
    </saml:Subject>
    <saml:Conditions
      NotBefore="2014-12-05T09:00:00Z"
      NotOnOrAfter="2014-12-05T09:10:00Z">
      <saml:AudienceRestriction>
      </saml:AudienceRestriction>
    </saml:Conditions>
    <saml:AuthnStatement
      AuthnInstant="2014-12-05T00:00:00Z"
      SessionIndex="identifier_3">
      <saml:AuthnContext>
        <saml:AuthnContextClassRef>
          urn:oasis:names:tc:SAML:2.0:ac:classes:PasswordProtectedTransport
        </saml:AuthnContextClassRef>
      </saml:AuthnContext>
    </saml:AuthnStatement>
  </saml:Assertion>
</samlp:Response>
XML document:

```xml
<?xml version="1.0" encoding="UTF-8"?>
<record xmlns="medico.com/records.xsd"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="medico.com/records.xsd D:\MYDOCU~1\Standards\XACML\record.xsd">
  <patient>
    <patientName>
      <first>Bartholomew</first>
      <last>Simpson</last>
    </patientName>
    <patientContact>
      <street>27 Shelbyville Road</street>
      <city>Springfield</city>
      <state>MA</state>
      <zip>12345</zip>
      <phone>555.123.4567</phone>
    </patientContact>
    <patientDoB xsi:type="date">1992-03-21</patientDoB>
    <patientGender xsi:type="string">male</patientGender>
    <policyNumber xsi:type="string">555555</policyNumber>
  </patient>
  <parentGuardian>
    <parentGuardianName>
      <first>Homer</first>
      <last>Simpson</last>
    </parentGuardianName>
    <parentGuardianContact>
      <street>27 Shelbyville Road</street>
      <city>Springfield</city>
      <state>MA</state>
      <zip>12345</zip>
      <phone>555.123.4567</phone>
    </parentGuardianContact>
    <email>homers@aol.com</email>
  </parentGuardian>
  <primaryCarePhysician>
    <physicianName>
      <first>Julius</first>
      <last>Hibbert</last>
    </physicianName>
    <physicianContact>
      <street>1 First St</street>
      <city>Springfield</city>
      <state>MA</state>
      <zip>12345</zip>
      <phone>555.123.9012</phone>
    </physicianContact>
  </primaryCarePhysician>
</record>
```
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Rule 1

<?xml version="1.0" encoding="UTF-8"?>
<rule ruleId="/medico.com/rules/rule1" effect="Permit"
xmns="http://www.oasis-open.org/committees/xacml/docs/draft-xacml-schema-policy-12.xsd"
xmns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://www.oasis-open.org/committees/xacml/docs/draft xacml-schema-policy-12.xsd D:\MYDOCU~1\Standards\XACML\V12SCH--FXACMLV~3.XSD">
<description>A person may read any record for which he or she is the designated patient</description>
<target>
<subjects>
<saml:Attribute AttributeName="RFC822Name" AttributeNamespace="/medico.com"/>
<saml:AttributeValue>*</saml:AttributeValue>
</saml:Attribute>
</subjects>
<resources>
<saml:Attribute AttributeName="documentURI" AttributeNamespace="/medico.com"/>
<saml:AttributeValue>/medico.com/record.*</saml:AttributeValue>
</saml:Attribute>
<resources>
<actions>
<saml:Action>read</saml:Action>
</actions>
</target>
<condition>
<equal>
<saml:AttributeDesignator AttributeName="requestor" AttributeNamespace="/oasis-open.org/committees/xacml/docs/identifiers/">
<saml:AttributeDesignator AttributeName="patientName" AttributeNamespace="/medico.com/record/patient/">
</equal>
</condition>
</rule>

Rule 2

<?xml version="1.0" encoding="UTF-8"?>
<rule ruleId="/medico.com/rules/rule2" effect="Permit"
xmlns="http://www.oasis-open.org/committees/xacml/docs/draft-xacml-schema policy-12.xsd"
xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"
xsi:schemaLocation="http://www.oasis-open.org/committees/xacml/docs/draft xacml-schema policy 12.xsd
D:\MYDOCU~1\StandardsXACML\V12SCH\~1\XACMLV~3.XSD">
<description>A person may read any record for which he or she is the designated parent or guardian, and for which the patient is under 16 years of age</description>
</target>
<subjects>
<saml:Attribute AttributeName="RFC822Name" AttributeNamespace="/medico.com">
<saml:AttributeValue>*</saml:AttributeValue>
</saml:Attribute>
</subjects>
<resources>
<saml:Attribute AttributeName="documentURI" AttributeNamespace="/medico.com">
<saml:AttributeValue>/medico.com/record.*</saml:AttributeValue>
</saml:Attribute>
</resources>
<actions>
<saml:Action>read</saml:Action>
</actions>
</target>
<condition>
<and>
<equal>
<saml:AttributeDesignator AttributeName="requestor" AttributeNamespace="/oasis-open.org/committees/xacml/docs/identifiers/">
<saml:AttributeDesignator AttributeName="parentGuardianName" AttributeNamespace="/medico.com/record/parentGuardian/">
</equal>
</and>
<not>
<greaterOrEqual>
<minus>
<saml:AttributeDesignator AttributeName="today'sDate" AttributeNamespace="/medico.com/">
</not>
</greaterOrEqual>
</resources>

<saml:AttributeDesignator AttributeName="patientDoB" AttributeNamespace="/medico.com/record/patient/
</saml:Attribute
<saml:Attribute AttributeName="ageOfConsent" AttributeNamespace="/medico.com">
<saml:AttributeValue>16-0-0</saml:AttributeValue>
</saml:Attribute>
</greaterOrEqual>
</not>
</and>
</condition>
</rule>

Rule 3

<?xml version="1.0" encoding="UTF-8"?>
<saml:Assertion MajorVersion="0" MinorVersion="24" AssertionID="A7F34K90" Issuer="medico.com"
IssueInstant="2002-03-22T08:23:47-05:00">
xsi:schemaLocation="http://www.oasis-open.org/committees/xacml/docs/draft-xacml-schema-policy-12.xsd
D:\MYDOCU~1\Standards\XACML\V12SCH~1\XACMLV~3.XSD">
<description>A physician may write any medical element for which he or she is the designated primary care physician, provided an email is sent to the patient</description>
</target>
<subjects>
<saml:Attribute AttributeName="role" AttributeNamespace="/medico.com">
<saml:AttributeValue>physician</saml:AttributeValue>
</saml:Attribute>
</subjects>
<resources>
<saml:Attribute AttributeName="documentURI" AttributeNamespace="/medico.com">
<saml:AttributeValue>/medico.com/record/medical.*</saml:AttributeValue>
</saml:Attribute>
</resources>
<actions>
<saml:Action>write</saml:Action>
</actions>
</target>
<ruleSet>
<rule ruleId="/medico.com/rules/rule3" effect="Permit">
<description>A physician may write any medical element for which he or she is the designated primary care physician</description>
</rule>
</ruleSet>
</saml:Assertion>
Rule 4.

نعم، أستطيع قراءة النص الطبيعياً من الصفحة المقدمة.
<saml:AttributeValue>administrator</saml:AttributeValue>
</saml:Attribute>
</subjects>
<resources>
<saml:Attribute AttributeName="documentURI" AttributeNamespace="/medico.com">
<saml:AttributeValue>/medico.com/record/medical.*</saml:AttributeValue>
</saml:Attribute>
</resources>
<actions>
<saml:Action>read write</saml:Action>
</actions>
</target>
</rule>
Appendix E. Class Diagram of the Applications

**SamlSts**

- CertificateHelper
  - Static Class
- CustomUsernameTokenHandler
  - Class
  - `-> UserNameSecurityTokenHandler`
- CustomSecurityTokenService
  - Class
  - `-> SecurityTokenService`
- Program
  - Class

**SamlWebApi**

- ApiDescriptionExtensions
  - Static Class
- WebApiApplication
  - Class
  - `-> HttpApplication`
- WebApiConfig
  - Static Class
- UsersController
  - Class
  - `-> ApiController`
- XmlDocumentationProvider
  - Class
- TrustedIssuerNameRegistry
  - Class
  - `-> IssuerNameRegistry`

**SamlWebClient**

- Logon
  - Class
  - `-> Page`
- TokenReceived
  - Class
  - `-> Page`
- DataReceived
  - Class
  - `-> Page`
- Flights
  - Class
  - `-> Page`
- TokenHelper
  - Static Class
Appendix F. Encrypted SAML Data of the Applications

<xenc:EncryptedData
    Type="http://www.w3.org/2001/04/xmlenc#Element"
    xmlns:xenc="http://www.w3.org/2001/04/xmlenc#">
    <xenc:EncryptionMethod
        Algorithm="http://www.w3.org/2001/04/xmlenc#aes256-cbc"/>
    <KeyInfo
        xmlns="http://www.w3.org/2000/09/xmldsig#">
        <EncryptedKey
            xmlns="http://www.w3.org/2001/04/xmlenc#">
            <EncryptionMethod
                Algorithm="http://www.w3.org/2001/04/xmlenc#rsa-oeap-mgf1"/>
            <DigestMethod
                Algorithm="http://www.w3.org/2000/09/xmldsig#sha1"/>
            <KeyInfo/>
        </EncryptedKey>
    </KeyInfo>
</xenc:EncryptedData>
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